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Abstract

We present two systems that we have developed to aid geo-distributed web services deployed in the
cloud to serve their users with low latency. First, CosTLO [23] helps mitigate the high latency variance
observed when accessing data stored in multi-tenant cloud storage services. To cost-effectively satisfy a
web service’s tail latency goals, CosTLO uses measurement-driven inferences about replication and load
balancing within cloud storage to combine the use of multiple forms of redundancy. Second, to support
web services that enable users to share data, SPANStore [22] leverages application hints about access
patterns and knowledge about cloud latencies and pricing to cost-effectively replicate data across data
centers. Key to SPANStore’s design is to spread data across the data centers of multiple cloud providers,
in order to present better cost vs. latency tradeoffs than possible with the use of any single cloud provider.
In this paper, we summarize the key takeaways from our work in developing both systems.

1 Introduction

Minimizing user-perceived latency is a critical goal for web services, because even a few 100 milliseconds of
additional delay can significantly reduce revenue [6]. Key to achieving this goal is to deploy web servers in
multiple locations so that every user can be served from a nearby server. Therefore, cloud services such as
Azure and Amazon Web Services are an attractive option for web service deployments as these platforms offer
data centers in tens of locations spread across the globe [3, 4].

However, web services deployed in the cloud are faced with two challenges in ensuring that users have low
latency access to their data.

• High latency variance. Since cloud storage services are used concurrently by multiple tenants, both
fetching and storing content on these services is associated with high latency variance. For example,
when we had 120 PlanetLab nodes across the globe each download 1 KB file from their respective closest
Microsoft Azure data center, for over 70% of these nodes, the 99th percentile and median download
latencies differ by 100ms or more. These high tail latencies are problematic both for popular applications
where even 1% of traffic corresponds to a significant volume of requests [16], and for applications where a
single request issued by an end-host requires the application to fetch several objects (e.g., web page loads)
and user-perceived latency is constrained by the object fetched last. For example, our measurements show
that latency variance in Amazon S3 more than doubles the median page load time for 50% of PlanetLab
nodes when fetching a web page containing 50 objects.
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• Cost vs. latency tradeoff. Collaborative services that enable users to share data with each other must also
determine which data centers must store replicas of each object. While replicating all objects to all data
centers can ensure low latency access [19], that approach is costly and may be inefficient. Some appli-
cations may value lower costs over the most stringent latency bounds, different applications may demand
different degrees of data consistency, some objects may only be popular in some regions, and some clients
may be near to multiple data centers, any of which can serve them quickly. All these parameters mean
that no single deployment provides the best fit for all applications and all objects.

In this paper, we describe two systems that we have developed to address these challenges. First, CosTLO
(Cost-effective Tail Latency Optimizer) enables application providers to avail of the cost benefits enabled by
cloud services, without having latency variance degrade user experience. Second, SPANStore (Storage Provider
Aggregating Networked Store) is a key-value store that presents a unified view of storage services present in
several geographically distributed data centers.

CosTLO’s design is based on three principles. First, since our measurements reveal that the high latency
variance in cloud storage is caused predominantly by isolated latency spikes, CosTLO augments every GET/PUT
request with a set of redundant requests [15,21], so that it suffices to wait for responses to a subset of the requests.
Second, to tackle the variance in all components of end-to-end latency—latency over the Internet, latency over
the cloud service’s data center network, and latency within the storage service—CosTLO combines the use of
multiple forms of redundancy, such as issuing redundant requests to the same object, to multiple copies of an
object, to multiple front-ends, or even to copies of an object in multiple data centers. Lastly, since the number
of configurations in which CosTLO can implement redundancy is unbounded, to add redundancy in a manner
that satisfies an application’s goals for tail latency cost-effectively, we model the load balancing and replication
within cloud storage services in order to accurately capture the dependencies between concurrent requests.

The key premise underlying SPANStore is that, when geo-replicating data, spreading data across the data
centers of multiple cloud providers offers significantly better latency versus cost tradeoffs than possible with
any single cloud provider. This is not only because the union of data centers across cloud providers results in
a geographically denser set of data centers than any single provider’s data centers, but also because the cost
of storage and networking resources can significantly differ across cloud providers. To exploit these factors to
drive down the cost incurred in satisfying application providers’ latency, consistency, and fault tolerance goals,
SPANStore judiciously determines where to replicate every object and how to perform this replication. For
every object that it stores, SPANStore makes this determination by taking into consideration several factors: the
anticipated workload for the object (i.e., how often different clients access it), the latency guarantees specified
by the application that stored the object in SPANStore, the number of failures that the application wishes to
tolerate, the level of data consistency desired by the application (e.g., strong versus eventual), and the pricing
models of storage services that SPANStore builds upon.

Our goal in this paper is not to provide a detailed description of the design and implementation of either
system and our results from evaluating them; we refer the interested reader to [23] and [22] for those details.
Here, we instead summarize the main takeaways from both CosTLO and SPANStore in enabling low latency
geo-distributed storage in the cloud.

2 Motivation

We begin by presenting measurement data that motivates our design of CosTLO and SPANStore.1

1Though the data presented here was gathered between 2013 and 2015, similar trends exist today.
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Figure 1: (a) Absolute and (b) relative inflation in 99th percentile latency with respect to median. Note logscale
x-axis in (b).

2.1 Characterizing latency variance

Overview of measurements. To analyze client-perceived latencies when downloading from and uploading to
cloud storage services, we gather two types of measurements for a week. First, we use 120 PlanetLab nodes
across the world as representative end-hosts. Once every 3 seconds, every node uploaded a new object to and
downloaded a previously stored object from the S3 and Azure data centers to which the node has the lowest
median RTT. Second, from “small instance” VMs in every S3 and every Azure data center, we issued one GET
and one PUT per second to the local storage service. In all cases, every GET from a data center was for a 1 KB
object selected at random from 1M objects of that size stored at that data center, and every PUT was for a new
1 KB object.

To minimize the impact of client-side overheads, we measure GET and PUT latencies on PlanetLab nodes
as well as on VMs using timings from tcpdump. In addition, we leverage logs exported by S3 [1] and Azure [7]
to break down end-to-end latency minus DNS resolution time into its two components: 1) latency within the
storage service (i.e., duration between when a request was received at one of the storage service’s front-ends and
when the response left the storage service), and 2) latency over the network (i.e., for the request to travel from
the end-host/VM to a front-end of the storage service and for the response to travel back). We extract storage
service latency directly from the storage service logs, and we can infer network latency by subtracting storage
service latency from end-to-end request latency.
Quantifying latency variance. Figure 1 shows the distribution across nodes of the spread in latencies; for
every node, we plot the absolute and relative difference between the 99th percentile and median latencies. In
both Azure and S3, the median PlanetLab node sees an absolute inflation greater than 200ms (70ms) in the 99th

percentile PUT (GET) latency as compared to the median latency; the median relative inflation is greater than
2x in both PUTs and GETs. Figure 1 shows that this high latency variance is not due to high load or slow access
links of PlanetLab nodes; for every node, the figure plots the difference between 99th percentile and median
latency to the node closest to it among all PlanetLab nodes.
Causes for tail latencies. We observe two characteristics that dictate which solutions can potentially reduce
the tail of these latency distributions.

First, we find that neither are the top 1% of latency samples clustered together in time nor are they correlated
with time of day. Thus, the tail of the latency distribution is dominated by isolated spikes, rather than sustained
periods of high latencies. Therefore, a solution that monitors load and reacts to latency spikes will be ineffective.
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Figure 2: Breakdown of components of tail latencies.
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Figure 3: For applications deployed on a single cloud service (EC2 or Azure), a storage service that spans
multiple cloud services offers a larger number of data centers (a and b) and more cheaper data centers (c and d)
within a latency bound.

Second, Figure 2(a) shows that all three components of end-to-end latency significantly influence tail latency
values. DNS latency, network latency, and latency within the storage service account for over half the end-to-end
latency on more than 40%, 25%, and 20% of tail latency samples. Since network latencies as measured from
PlanetLab nodes conflate latencies over the Internet and within the cloud service’s data center network, we also
study the composition of tail latencies as seen in our measurements from VMs to the local storage service. In
this case too, Figure 2(b) shows that both components of end-to-end latency—latency within the storage service,
and latency over the data center network—contribute significantly to a large fraction of tail latency samples.
Thus, any solution that reduces latency variance will have to address all of these sources of latency spikes.

2.2 Why multi-cloud?

Next, we motivate the utility of spread data across multiple cloud providers by presenting data which shows that
doing so can potentially lead to reduced latencies for clients and reduced cost for applications.
Lower latencies. We first show that using multiple cloud providers can enable lower GET/PUT latencies. For
this, we instantiated VMs in each of the data centers in EC2, Azure, and Google Cloud. From every VM, we
measured GET latencies to the storage service in every other data center once every 5 minutes for a week. We
consider the latency between a pair of data centers as the median of the measurements for that pair.

Figure 3 shows how many other data centers are within a given latency bound of each EC2 [3(a)] and
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Azure [3(b)] data center. These graphs compare the number of nearby data centers if we only consider the single
provider to the number if we consider all three providers—Amazon, Google, and Microsoft. For a number of
latency bounds, either graph depicts the minimum, median, and maximum (across data centers) of the number
of options within the latency bound.

For nearly all latency bounds and data centers, we find that deploying across multiple cloud providers in-
creases the number of nearby options. An application can use this greater choice of nearby storage options to
meet tighter latency SLOs, or to meet a fixed latency SLO using fewer storage replicas (by picking locations
nearby to multiple front-ends). Intuitively, this benefit occurs because different providers have data centers in
different locations, resulting in a variation in latencies to other data centers and to clients.
Lower cost. Replicating data across multiple cloud providers also enables support for latency SLOs at poten-
tially lower cost due to the discrepancies in pricing across providers. Figures 3(c) and 3(d) show, for each EC2
and Azure data center, the number of other data centers within a given latency bound that are cheaper than the lo-
cal data center along some dimension (storage, PUT/GET requests, or network bandwidth). For example, nearby
Azure data centers have similar pricing, and so, no cheaper options than local storage exist within 150ms for
Azure-based services. However, for the majority of Azure-based front-ends, deploying across all three providers
yields multiple storage options that are cheaper for at least some operations. Thus, by judiciously combining
resources from multiple providers, an application can use these cheaper options to reduce costs.

3 Cost-effective support for lower latency variance with CosTLO

Goal and Approach. We design CosTLO to meet any application’s service-level objectives (SLOs) for the
extent to which it seeks to reduce latency variance for its users. Though there are several ways in which such
SLOs can be specified, we do not consider SLOs that bound the absolute value of, say, 99th percentile GET/PUT
latency; due to the non-uniform geographic distribution of data centers, a single bound on tail latencies for all
end-hosts will not help reduce latency variance for end-hosts with proximate data centers. Instead, we focus
on SLOs that limit the tail latencies for any end-host relative to the latency distribution experienced by that
end-host. Specifically, we consider SLOs which bound the difference, for any end-host, between 99th percentile
latency and its baseline median latency (i.e., the median latency that it experiences without CosTLO). Every
application specifies such a bound separately for GETs and PUTs.

Since tail latency samples are dominated by isolated spikes, our high-level approach is to augment any
GET/PUT request with a set of redundant requests, so that either the first response or a subset of early responses
can be considered. Though this is a well-known approach for reducing tail latencies [9, 15, 21], CosTLO is
unique in exploiting several ways of issuing redundant requests in combination.

3.1 Effective redundancy techniques

A wide range of redundancy approaches are feasible to tackle variance in each component of end-to-end latency.
Here, we summarize what our measurements reveal to be the most effective techniques.
Latency over the Internet. To examine the utility of different approaches on reducing Internet tail latencies,
we issued pairs of concurrent GET requests from each PlanetLab node in three different ways and then compared
the measured tail latencies with those seen with single requests.

First, relying on load balancing in the Internet [12], when every end-host concurrently issues multiple re-
quests to the storage service in the data center closest to it, relative latency inflation seen at the median PlanetLab
node remains close to 2x. Second, in addition to a GET request to its closest S3 region, having every node issue
a GET request in parallel to its second closest S3 region offers little benefit in reducing latency variance. This
is because, for most PlanetLab nodes, the second closest region within a cloud service is too far to help tame
latency spikes to the region closest to the node. Therefore, to reduce variance in latencies over the Internet, it

30



(a) Azure GETs (b) S3 GETs

Figure 4: Scatter plot of first vs. second request GET latency when issuing two concurrent requests to the same
object stored in a cloud storage service.

is crucial for redundancy to exploit multiple cloud providers. Doing so reduces the inflation in 99th percentile
GET latency to be less than 1.5x the baseline median at 70% of PlanetLab nodes.
Data center network latencies. Latency spikes within a cloud service’s data center network can either be
addressed implicitly by issuing the same PUT/GET request multiple times in parallel to exploit path diversity
or addressed explicitly by relaying each request through a different VM. In both S3 and Azure, we find that
both implicit and explicit exploitation of path diversity significantly reduce tail latencies, with higher levels of
parallelism offering greater reduction. However, using VMs as relays adds some overhead, likely due to requests
traversing longer routes.
Storage service latencies. Lastly, we considered two approaches for reducing latency spikes within the storage
service, i.e., latency between when a request is received at a front-end and when it sends back the response.
When issuing n concurrent requests to a storage service, we can either issue all n requests for the same object
or to n different objects. The former attempts to implicitly leverage the replication of objects within the storage
service, whereas the latter explicitly creates and utilizes copies of objects. In either case, if concurrent requests
are served by different storage servers, latency spikes at any one server can be overridden by other servers that
are lightly loaded.

The takeaways differ between Azure and S3. On S3, irrespective of whether we issue multiple requests to the
same object or to different objects, the reduction in 99th percentile latency tails off with increasing parallelism.
This is because, in S3, concurrent requests from a VM incur the same latency over the network, which becomes
the bottleneck in the tail. In contrast, on Azure, 99th percentile GET latencies do not reduce further when more
than 2 concurrent requests are issued to the same object, but tail GET latencies continue to drop significantly
with increasing parallelism when concurrent requests are issued to different objects. In the case of PUTs, the
benefits of redundancy tail off at parallelism levels greater than 2 due to Azure’s serialization of PUTs issued by
the same tenant [14].

3.2 Selecting cost-effective configuration

The primary challenge in combining these various forms of redundancy in CosTLO is to select for each edge
network a redundancy configuration that helps meet the application’s tail latency goals at minimum cost. For
this, CosTLO 1) takes as input the pricing policies at every data center, 2) uses logs exported by cloud providers
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Figure 5: Distribution of service latency difference between concurrent GET requests offers evidence for GETs
to an object (a) being served by one replica in Azure, and (b) being spread across two replicas in S3. Data center
network latencies for concurrent requests are (c) uncorrelated on Azure, and (d) correlated on S3. Note logscale
on both axes of (c) and (d).

to characterize the workload imposed by clients in every prefix, and 3) employs a measurement agent at every
data center. Every agent gathers three types of measurements: 1) pings to a representative end-host in every
prefix, 2) pairs of concurrent GETs and pairs of concurrent PUTs to the local storage service, and 3) the rates at
which VMs can relay PUTs and GETs between end-hosts and the local storage service without any queueing.

Given these measurements, CosTLO identifies a cost-effective configuration for end-hosts in each IP ad-
dress prefix. We refer the reader to [23] for a description of the algorithm CosTLO uses to search through the
configuration space, and focus here on the key question in doing so: for any particular configuration for an IP
prefix, how do we estimate the latency distribution that clients in that prefix will experience when served in that
configuration?

The reason it is hard to estimate the latency distribution for any particular redundancy configuration is
due to dependencies between concurrent requests. While Figure 4 shows the correlation in latencies between
two concurrent GET requests to an object at one of Azure’s and one of S3’s data centers, we also see similar
correlations for PUTs and even when the concurrent requests are for different objects. Attempting to model
these correlations between concurrent requests by treating the cloud service as a black box did not work well.
Therefore, we explicitly model the sources of correlations: concurrent requests may incur the same latency
within the storage service if they are served by the same storage server, or incur the same data center network
latency if they traverse the same network path.
Modeling replication in storage service. First, at every data center, we use CosTLO’s measurements to
infer the number of replicas across which the storage service spreads requests to an object. For every pair of
concurrent requests issued during CosTLO’s measurements, we compute the difference in service latency (i.e.,
latency within the storage service) between the two requests. We then consider the distribution of this difference
across all pairs of concurrent requests to infer the number of replicas in use per object. For example, if the
storage service load balances GET requests to an object across 2 replicas, there should be a 50% chance that
two concurrent GETs fetch from the same replica, therefore the service latency difference is expected to be 0
half the time. We compare this measured distribution with the expected distribution when the storage service
spreads requests across n replicas, where we vary the value of n. We infer the number of replicas used by the
service as the value of n for which the estimated and measured distributions most closely match. For example,
though both Azure [5] and S3 [2] are known to store 3 replicas of every object, Figures 5(a) and 5(b) show that
the measured service latency difference distributions closely match GETs being served from 1 replica on Azure
and from 2 replicas on S3.

On the other hand, for concurrent GETs or PUTs issued to different objects, on both Azure and S3, we
see that the latency within the storage service is uncorrelated across requests. This is likely because cloud
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Figure 6: Accuracy of estimating GET latency distribution for 8 concurrent GET requests from VM to local
storage service in one S3 region. Note logscale on y-axis.

storage services store every object on a randomly chosen server (e.g., by hashing the object’s name for load
balancing [16]), and hence, requests to different objects are likely to be served by different storage servers.
Modeling load balancing in network. Next, we identify whether concurrent requests issued to the storage
service incur the same latency over the data center network, or are their network latencies independent of each
other. At any data center, we compute the distribution obtained from the minimum of two independent samples
of the measured data center network latency distribution for a single request. We then compare this distribution
to the measured value of the minimum data center network latency seen across two concurrent requests.

Figure 5(c) shows that, on Azure, the distribution obtained by independent sampling closely matches the
measured distribution, thus showing that network latencies for concurrent requests are uncorrelated. Whereas,
on S3, Figure 5(d) shows that the measured distribution for the minimum across two requests is almost identical
to the data center network latency component of any single request; this shows that concurrent requests on S3
incur the same network latency.

By leveraging these models of replication and load balancing, CosTLO is able to accurately estimate the
latency distribution when sets of requests are concurrently issued to a storage service. Figures 6(a) and 6(b)
compare the measured and estimated latency distributions when issuing 8 concurrent GETs from a VM to the
local storage service; all concurrent requests are for the same object in the former and to different objects in the
latter. In both cases, our estimated latency distribution closely matches the measured distribution, even in the
tail. In contrast, if we estimate the latency distribution for 8 concurrent GETs by independently sampling the
latency distribution for a single request 8 times and considering the minimum, we significantly under-estimate
the tail of the distribution.

4 Cost-effective geo-replication of data with SPANStore

Thus far, we have assumed that every object stored by an application is stored in a single data center, and
CosTLO reduces tail latencies for executing GETs and PUTs on such objects. Now, we turn our attention to
addressing the storage needs of web services in which sharing of data among users is an intrinsic part of the
service (e.g., collaborative applications like Google Docs, and file sharing services like Dropbox), and geo-
replication of shared data is a must to ensure low latency. Instead of every user having to access a centrally
located copy of an object, replication of the object across data centers permits every user to access a nearby
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subset of the object’s copies.
Our overarching goal in developing SPANStore is to enable applications to interact with a single storage

service, which underneath the covers uses several geographically distributed storage services.2 The key benefit
here is that the onus of navigating the space of replication strategies on an object-by-object basis is offloaded to
SPANStore, rather than individual application developers having to deal with this problem, as is the case today.
We are guided by four objectives: 1) minimize cost, 2) respect latency SLOs, 3) tolerate failures, and 4) provide
support for both eventual and strong consistency.

While we refer the reader to [22] for a detailed description of SPANStore’s design, implementation, and eval-
uation, here we summarize the key problem at the heart of its design: for any particular object, how to determine
the most cost-effective replication policy that satisfies the application’s latency, consistency, and fault-tolerance
requirements? We first describe the inputs required by SPANStore and the format of the replication policies
it identifies. We then separately present the algorithms used by SPANStore in two different data consistency
scenarios.

4.1 Inputs and output

SPANStore requires three types of inputs: 1) a characterization of the cloud services on which it is deployed, 2)
the application’s latency, fault tolerance, and consistency requirements, and 3) a specification of the application’s
workload.
Characterization of SPANStore deployment. We require two pieces of information about SPANStore’s de-
ployment. First, we measure the distribution of latencies between every pair of data centers on which SPANStore
is deployed. These measurements includes PUTs, GETs, and pings issued from a VM in one data center to the
storage service or a VM in another data center. Second, we need the pricing policy for the resources used by
SPANStore. For each data center, we specify the price per byte of storage, per PUT request, per GET request,
and per hour of usage for the type of virtual machine used by SPANStore in that data center. We also specify,
for each pair of data centers, the price per byte of network transfer from one to the other, which is determined
by the upload bandwidth pricing at the source data center.
Application requirements. We account for an application’s latency goals in terms of separate SLOs for
latencies incurred by PUT and GET operations. Either SLO is specified by a latency bound and the fraction of
requests that should incur a latency less than the specified bound, e.g., 90th percentile latency should be less
than 100ms.

To capture consistency needs, we ask the application developer to choose between strong and eventual
consistency. In the strong consistency case, we provide linearizability, i.e., all PUTs for a particular object are
totally ordered and any GET returns the data written by the last committed PUT for the object. In contrast, if an
application can make do with eventual consistency, SPANStore can satisfy lower latency SLOs. Our algorithms
for the eventual consistency scenario are extensible to other consistency models such as causal consistency [19]
by augmenting data transfers with additional metadata.

In both the eventual consistency and strong consistency scenarios, the application developer can specify the
number of failures—either of data centers or of Internet paths between data centers—that SPANStore should
tolerate. As long as the number of failures is less than the specified number, SPANStore ensures the availability
of all GET and PUT operations while also satisfying the application’s consistency and latency requirements.
When the number of failures exceeds the specified number, SPANStore may make certain operations unavailable
or violate latency goals in order to ensure that consistency requirements are preserved.
Workload characterization. Lastly, we account for the application’s workload in two ways.

2We assume an application employing SPANStore for data storage uses only the data centers of a single cloud service to host its
computing instances (due to the differences across cloud providers), even though (via SPANStore) it will use multiple cloud providers
for data storage.
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First, for every object stored by an application, we ask the application to specify the set of data centers from
which it will issue PUTs and GETs for the object. We refer to this as the access set for the object. An application
can determine the access set for an object based on the sharing pattern of that object across users. For example,
a collaborative online document editing webservice knows the set of users with whom a particular document has
been shared. The access set for the document is then the set of data centers from which the web service serves
these users. In cases where the application itself is unsure which users will access a particular object (e.g., in a
file hosting service like Rapidshare), it can specify the access set of an object as comprising all data centers on
which the application is deployed; this uncertainty will translate to higher costs. While SPANStore considers
every object as having a fixed access set over its lifetime, subsequent work [10] addresses this limitation.

Second, SPANStore’s VMs track the GET and PUT requests received from an application to characterize
its workload. Since the GET/PUT rates for individual objects can exhibit bursty patterns (e.g., due to flash
crowds), it is hard to predict the workload of a particular object in the next epoch based on the GETs and PUTs
issued for that object in previous epochs. Therefore, SPANStore instead leverages the stationarity that typically
exists in an application’s aggregate workload, e.g., many applications exhibit diurnal and weekly patterns in
their workload [8, 13]. Specifically, at every data center, SPANStore VMs group an application’s objects based
on their access sets. In every epoch, for every access set, the VMs at a data center report to a central Placement
Manager 1) the number of objects associated with that access set and the sum of the sizes of these objects, and
2) the aggregate number of PUTs and GETs issued by the application at that data center for all objects with that
access set.

To demonstrate the utility of considering aggregate workloads in this manner, we analyze a Twitter dataset
that lists the times at which 120K users in the US posted on Twitter over a month [18]. We consider a scenario
in which every user is served from the EC2 data center closest to the user, and consider every user’s Twitter
timeline to represent an object. When a user posts a tweet, this translates to one PUT operation on the user’s
timeline and one PUT each on the timelines of each of the user’s followers. Thus, the access set for a particular
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Figure 9: When eventual consistency suffices, illustration of different replication policies for access set {A, B,
C, D, E, F}. In all cases, we show how PUTs from data center A are propagated. Shaded circles are data centers
that host replicas, and dotted circles represent data centers that propagate updates. Solid arrows correspond to
transfers that impact PUT latencies, and dotted arrows represent asynchronous propagation.

user’s timeline includes the data centers from which the user’s followers are served.
Here, we consider those users whose timelines have their access set as all EC2 data centers in the US.

Figure 8 presents the stationarity in the number of PUTs when considering the timelines of all of these users
in aggregate and when considering five popular individual users. In either case, we compare across two weeks
the number of PUTs issued in the same hour on the same day of the week, i.e., for every hour, we compute the
difference between the number of tweets in that hour and the number of tweets in the same hour the previous
week, normalized by the latter value. When we aggregate across all users, the count for every hour is within 50%
of the count for that hour the previous week, whereas individual users often exhibit 2x and greater variability.
The greater stationarity in the aggregate workload thus enables more accurate prediction based on historical
workload measurements.
Replication policy. Given these inputs, at the beginning of every epoch, the central Placement Manager
determines the replication policy to be used in the next epoch. Since we capture workload in aggregate across
all objects with the same access set, the Placement Manager determines the replication policy separately for
every access set, and SPANStore employs the same replication strategy for all objects with the same access set.
For any particular access set, the replication policy output by the Placement Manager specifies 1) the set of data
centers that maintain copies of all objects with that access set, and 2) at each data center in the access set, which
of these copies SPANStore should read from and write to when an application VM at that data center issues a
GET or PUT on an object with that access set.

Thus, the crux of SPANStore’s design boils down to: 1) in each epoch, how does the Placement Manager
determine the replication policy for each access set, and 2) how does SPANStore enforce Placement Manager-
mandated replication policies during its operation, accounting for failures and changes in replication policies
across epochs? We refer the reader to [22] for the answer to the latter question, and we describe here separately
how SPANStore addresses the first question in the eventual consistency and strong consistency cases.

4.2 Eventual consistency

When the application can make do with eventual consistency, SPANStore can trade-off costs for storage, PUT/GET
requests, and network transfers. To see why this is the case, let us first consider the simple replication policy
where SPANStore maintains a copy of every object at each data center in that object’s access set (as shown in
Figure 9(a)). In this case, a GET for any object can be served from the local storage service. Similarly, PUTs
can be committed to the local storage service and updates to an object can be propagated to other data centers
in the background; SPANStore considers a PUT as complete after writing the object to the local storage service
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because of the durability guarantees offered by cloud storage services. By serving PUTs and GETs from the
storage service in the same data center, this replication policy minimizes GET/PUT latencies, the primary ben-
efit of settling for eventual consistency. In addition, serving GETs from local storage ensures that GETs do not
incur any network transfer costs.

However, as the size of the access set increases, replicating every object at every data center in the access
set can result in high storage costs. Furthermore, as the fraction of PUTs in the workload increase, the costs
associated with PUT requests and network transfers increase as more copies need to be kept up-to-date.

To reduce storage costs and PUT request costs, SPANStore can store replicas of an object at fewer data
centers, such that every data center in the object’s access set has a nearby replica that can serve GETs/PUTs
from this data center within the application-specified latency SLOs. For example, as shown in Figure 9(b),
instead of storing a local copy, data center A can issue PUTs and GETs to the nearby replica at Q.

However, SPANStore may incur unnecessary networking costs if it propagates a PUT at data center A by
having A directly issue a PUT to every replica. Instead, we can capitalize on the discrepancies in pricing across
different cloud services (see Section 2) and relay updates to the replicas via another data center that has cheaper
pricing for upload bandwidth. For example, in Figure 9(c), SPANStore reduces networking costs by having A
send each of its updates to P , which in turn issues a PUT for this update to all the replicas that A has not written
to directly. In some cases, it may be even more cost-effective to have the replica to which A commits its PUTs
relay updates to a data center that has cheap network pricing, which in turn PUTs the update to all other replicas,
e.g., as shown in Figure 9(d).

We address this trade-off between storage, networking, and PUT/GET request costs by formulating the
problem of determining the replication policy for a given access set AS as a mixed integer program. For every
data center i ∈ AS, the integer program chooses f + 1 data centers (out of all those on which SPANStore is
deployed) which will serve as the replicas to which i issues PUTs and GETs. SPANStore then stores copies of
all objects with access set AS at all data centers in the union of PUT/GET replica sets.

The integer program we use imposes several constraints on the selection of replicas and how updates made
by PUT operations propagate. First, whenever an application VM in data center i issues a PUT, SPANStore
synchronously propagates the update to all the data centers in the replica set for i and asynchronously propagates
the PUT to all other replicas of the object. Second, to minimize networking costs, the integer program allows for
both synchronous and asynchronous propagation of updates to be relayed via other data centers. Synchronous
relaying of updates must satisfy the latency SLOs, whereas in the case of asynchronous propagation of updates,
relaying can optionally be over two hops, as in the example in Figure 9(d). Finally, for every data center i in
the access set, the integer program identifies the paths from data centers j to k along which PUTs from i are
transmitted during either synchronous or asynchronous propagation.

SPANStore’s Placement Manager solves this integer program with the objective of minimizing total cost,
which is the sum of storage cost and the cost incurred for serving GETs and PUTs. The storage cost is simply
the cost of storing one copy of every object with access set AS at each of the replicas chosen for that access set.
For every GET operation at data center i, SPANStore incurs the price of one GET request at each of i’s replicas
and the cost of transferring the object over the network from those replicas. In contrast, every PUT operation
at any data center i incurs the price of one PUT request each at all the replicas chosen for access set AS, and
network transfer costs are incurred on every path along which i’s PUTs are propagated.

4.3 Strong consistency

When the application using SPANStore for geo-replicated storage requires strong consistency of data, we rely
on quorum consistency [17]. Quorum consistency imposes two requirements to ensure linearizability. For every
data center i in an access set, 1) the subset of data centers to which i commits each of its PUTs—the PUT replica
set for i—should intersect with the PUT replica set for every other data center in the access set, and 2) the GET
replica set for i should intersect with the PUT replica set for every data center in the access set. The cardinality
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Figure 10: Example use of asymmetric quorum sets. Solid unshaded circles represent data centers in the access
set, and shaded circles are data centers that host replicas. Directed edges represent transfers to PUT replica sets,
and dashed ovals represent GET replica sets.

of these intersections should be greater than the number of failures that the application wants SPANStore to
tolerate.

In our design, we use asymmetric quorum sets [20] to instantiate quorum consistency as above. With asym-
metric quorum sets, the PUT and GET replica sets for any particular data center can differ. We choose to use
asymmetric quorum sets due to the non-uniform geographic distribution of data centers. For example, as seen
in Figure 3(a), EC2 data centers have between 2 and 16 other data centers within 200ms of them. Figure 10
shows an example where, due to this non-uniform geographic distribution of data centers, asymmetric quorum
sets reduce cost and help meet lower latency SLOs.

The integer program that the Placement Manager uses for choosing replication policies in the strong con-
sistency setting mirrors the program for the eventual consistency case in several ways: 1) PUTs can be relayed
via other data centers to reduce networking costs, 2) storage costs are incurred for maintaining a copy of every
object at every data center that is in the union of the GET and PUT replica sets of all data centers in the access
set, and 3) for every GET operation at data center i, one GET request’s price and the price for transferring a
copy of the object over the network is incurred at every data center in i’s GET replica set.

However, the integer program for the strong consistency setting does differ from the program used in the
eventual consistency case in three significant ways. First, for every data center in the access set, the PUT and
GET replica sets for that data center may differ. Second, we constrain these replica sets so that every data
center’s PUT and GET replica sets have an intersection of at least 2f + 1 data centers with the PUT replica set
of every other data center in the access set. Finally, PUT operations at any data center i are propagated only to
the data centers in i’s PUT replica set, and these updates are propagated via at most one hop.

4.4 Cost savings

As an example of the cost savings that SPANStore can enable, Figure 11 compares cost with SPANStore against
three other replication strategies. We consider a) GET:PUT ratios of 1 and 30, b) average object sizes of 1 KB and
100 KB, and c) aggregate data size of 0.1 TB and 10 TB. Our choice of these workload parameters is informed
by the GET:PUT ratio of 30:1 and objects typically smaller than 1 KB seen in Facebook’s workload [11]. In
all workload settings, we fix the number of GETs at 100M and compute cost over a 30 day period. The results
shown here are for the strong consistency case with SLOs for the 90th percentile GET and PUT latencies set at
250ms and 830ms; 830 ms is the minimum PUT latency SLO if every object was replicated at all data centers
in its access set.
Comparison with single-cloud deployment. First, Figure 11(a) compares the cost with SPANStore with
the minimum cost required if we used only Amazon S3’s data centers for storage. When the objects are small
(i.e., average object size of 1KB), SPANStore’s cost savings predominantly stem from differences in pricing
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Figure 11: Cost savings enabled by SPANStore compared to (a) when data is replicated across the data centers of
a single cloud service, and when using the (b) Everywhere and (c) Single replication policies. Legend indicates
GET:PUT ratio, average object size (in KB), and overall data size (in TB). Note log-scale on x-axis.

per GET and PUT request across cloud providers. When the average object size is 100KB, SPANStore still
offers cost benefits for a sizeable fraction of access sets when the PUT/GET ratio is 1 and overall data size
is small. In this case, since half of the workload (i.e., all PUT operations) require propagation of updates to
all replicas, SPANStore enables cost savings by exploiting discrepancies in network bandwidth pricing across
cloud services. Furthermore, when the total data size is 10 TB, SPANStore reduces storage costs by exploiting
the greater density of data centers and storing fewer copies of every object.
Comparison with fixed replication policies. Figure 11 also compares the cost incurred when using SPANStore
with that imposed by two fixed replication policies: Everywhere and Single. With the Everywhere policy, every
object is replicated at every data center in the object’s access set. With the Single replication policy, any object is
stored at one data center that minimizes cost among all single replica alternatives that satisfy the PUT and GET
latency SLOs.

In Figure 11(b), we see that SPANStore significantly outdoes Everywhere in all cases except when GET:PUT
ratio is 30 and average object size is 100KB. On the other hand, in Figure 11(c), we observe a bi-modal distribu-
tion in the cost savings as compared to Single when the object size is small. We find that this is because, for all
access sets that do not include EC2’s Sydney data center, using a single replica (at some data center on Azure)
proves to be cost-optimal; this is again because the lower PUT/GET costs on Azure compensate for the increased
network bandwidth costs. When the GET:PUT ratio is 1 and the average object size is 100KB, SPANStore saves
cost compared to Single by judiciously combining the use of multiple replicas.

5 Conclusion

In summary, high latency variance and the need for judicious data replication are two challenges for any geo-
distributed web service deployed in the cloud. To address these challenges, we presented two systems. First,
CosTLO combines the use of multiple forms of redundancy by inferring models of replication and load balancing
within cloud storage services. Second, SPANStore replicates data across the data centers of multiple cloud
providers in order to exploit pricing discrepancies and to benefit from the greater geographical density of data
centers. Together, these systems enable cost-effective support for low latency data access in the cloud.
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