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Learning through interaction is a foundational principle in both human and animal

learning. In a broad sense, intelligent agents can be formulated as goal-directed systems

interacting with an uncertain environment. Despite the generality of this definition, a key

challenge in computationally grounding it lies in how to effectively set up and represent goals

and purposes. This dissertation explores this question through the lens of various machine

learning paradigms.

We begin with the classical reinforcement learning formulation, which treats all goals

as reward maximization. We demonstrate that, under a novel physics-inspired reward function,
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the agent can learn to solve rearrangement tasks with an awareness of physical concepts such as

mass and friction.

Next, we move to the imitation learning setting to lift the limitations of scalar rewards.

Specifically, we study the role of different forms of prompts in communicating task specifications

to a decision transformer. We show that in most robotics applications, providing a demonstration

as a prompt during deployment is often impractical. Instead, using an essential task parameter

along with a learnable prompt can achieve comparable or even better generalization in a zero-shot

manner.

Finally, we shift our focus from imparting human knowledge about goals to enabling the

agent to discover goals purely from data. We show that a geometric abstraction of probabilistic

world dynamics can be embedded into the representation space through asymmetric contrastive

learning. The resulting embedding space allows for irreversible transitions and facilitates subgoal

discovery and planning.
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Introduction

This dissertation studies the learning problem of a goal-directed agent interacting with

the world. The agent’s goal or task objective can be formalized within different machine learning

paradigms, either as explicit supervision or as hidden structures. Our exploration begins with

human-designed goals and progresses towards data-driven goals, unleashing the potential of

unsupervised learning in discovering intrinsic goals and skills.

We begin with the reinforcement learning (RL) formulation of the sequential decision-

making problem, where the agent’s goal is to maximize a cumulative scalar reward signal through

trial and error. A typical formula for encoding goals or objectives into the reward function is

to parameterize it with the desired and undesired outcomes in accomplishing the task, as well

as the associated costs. Maximizing the reward function then becomes equivalent to finding

an optimal solution to the specified task. As an example, we develop a novel physics-inspired

reward function and demonstrate how it enables the agent to solve an indoor rearrangement task

while also discerning different masses and friction coefficients (Chapter 1).

Although the reward hypothesis [1] states that, “All of what we mean by goals and

purposes can be well thought of in terms of reward maximization”, realizing this requires trans-

lating goals and purposes into a preference relation on possible outcomes, which is often either

incommensurable or involves crafting a complex reward function in practice. To avoid reward

engineering, we consider communicating tasks to the model in an imitation learning setting,

where the task specification is provided as an additional input that the model conditions on.

In transformer-based models, this is known as a prompt—an expressive and flexible interface

for task specification. Prompts can take various forms and modalities, such as demonstrations,
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language instructions, coordinates, or visual goals. In Chapter 2, we examine the role and neces-

sity of demonstrations as prompts for a decision-transformer and investigate what constitutes a

minimal sufficient prompt that can achieve the same level of generalization.

While learning tasks defined by human knowledge provides the agent with basic capa-

bilities, it does not represent the highest form of intelligence. In an unknown environment, a

truly autonomous agent should be capable of setting its own goals based on its understanding of

the environment and discovering various skills to achieve them. This raises a natural question:

if an agent can freely explore an environment and learn to solve any tasks, what subgoals is it

most likely to set? We frame this question as uncovering structures from data sampled from

a Markov chain, which can be viewed as a form of unsupervised learning for temporal data.

Unlike its counterpart for classification and reconstruction, the learned representation space must

be plannable. More precisely, it should be equipped with a distance function that reflects the

original state transitions. In Chapter 3, we show that contrastive learning can be adapted to learn

such an asymmetric distance function in the embedding space, allowing for the representation of

irreversible transitions. Moreover, it captures a geometric abstraction of the original Markov tran-

sition graph. Exploring this geometric interpretation leads to a method for identifying intrinsic

bottleneck states as subgoals, and paves the way for improved planning algorithms.
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Chapter 1

Learning Physics-Aware Rearrangement
in Indoor Scenes

1.1 Introduction

There has been significant recent interest in agents that learn to execute a task by interact-

ing with an environment, rather than passive perception [2, 3, 4, 5, 6, 7, 8, 9]. Understanding

physical properties and accounting for them in deriving rewards can form a meaningful basis for

exploring and interacting with the environment. While prior studies focus on learning physical

laws or object properties from observations [10, 11, 12, 13, 14, 15], we consider an agent’s

ability to account for physical properties in a task-driven sequential decision process. Specifi-

cally, we study how physical notions of mass and friction coefficient affect policy learning in a

reinforcement learning framework for rearrangement problems in indoor scenes.

We argue that awareness of physical properties such as mass and friction is fundamental

for robot learning to accomplish real-world tasks. Robust navigation demands that the agent

adapts to terrains with varying friction coefficients. When displacing an object, the agent must

consider its mass to determine the optimal interaction strategy, including the appropriate pose,

applied force, and associated costs. However, most existing robot learning tasks and objectives

often overlook these factors. Typically, navigation and manipulation tasks are framed as a

single goal state matching problem [16, 4, 5, 17, 18], where the goal state is fully specified by

perception data (e.g. images [18], point clouds [5], language descriptions [16] or geometric
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Figure 1.1. Physics-aware indoor rearrangement tasks. Left: The agent must learn to account
for differing friction coefficients for the pink and blue sections of the floor, in order to efficiently
push the box to the goal region (indicated in green). Right: The agent must learn to account for
the difference in masses for the orange and gray boxes, and to expend the least physical cost in
pushing one of them outside the circular region.

configurations [4, 17]). Aside from obstacle avoidance, most task objectives typically overlook

how physical factors impact the mechanical process of reaching the goal state. As a result, they

fail to equip the agent with a sufficient understanding of the environment’s physical properties.

In other words, an agent that only comprehends geometric concepts like shapes and distances

can still accomplish these tasks without grasping essential physical notions, such as material

properties or object masses.

To address these limitations, we introduce two novel and challenging indoor rearrange-

ment tasks that involve a wheeled robot pushing boxes to designated goal regions (Fig. 1.1).

In contrast to typical pushing tasks defined in terms of a single goal state, we allow a set of

valid goal states with different physical properties. Finding the optimal task solution requires the

agent’s policy to reflect its understanding of friction and mass. In the variable friction pushing

task, the agent is asked plan a trajectory to push the box to the target region across a floor with

two different friction coefficients. In the variable mass pushing task, the agent is given two boxes

with different masses and must push one of them outside the circle area.

To solve these tasks with an awareness of physics, the agent must minimize its cumulative

physical cost in addition to accomplishing the task. We formulate this objective as a novel physics-
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inspired reward function, which compels the agent to account for realistic physical interactions,

such as the moment of the pushing force that a simplified point mass model cannot capture. Our

experiments demonstrate that the learned policies under this new reward function align well with

human intuition regarding mass and friction.

Besides evaluating the agent’s awareness of physics, the proposed tasks referred to

as pushing while moving pushing while moving, also unify the agent’s navigation and object

interaction skills. While a similar task design has been explored under the term interactive

navigation, our approach differs by focusing on the agent’s awareness of mass and friction

variations, rather than solely enhancing its navigation abilities. Furthermore, our task design

allows the agent to develop an understanding of mass and friction without requiring dexterous

manipulation. The introduction of a physical efficiency metric also broadens the scope of

environmental consciousness in robot intelligence, which current simulation environments

[3, 4, 19, 2, 5, 20, 8] do not fully capture. Potential practical benefits of training such a physically

efficient agent include running everyday household tasks in energy-saving modes and enabling

robotic applications in energy-limited scenarios such as search-and-rescue.

1.2 Related Work

Physical Understanding

Physical reasoning and understanding have long been of interest in computer vision and

machine learning communities [21, 10, 22, 23, 14, 24, 15, 25, 13, 26, 11, 12]. Modern learning-

based methods usually formulate this problem as a future prediction problem. The underlying

assumption is that if the model can accurately reconstruct and predict long-term observations, the

learned representations must capture information about physical dynamics and properties. The

physical knowledge can be modeled on different levels, ranging from latent variables indicating

physical properties [25, 11] to a world model of object interactions [22, 23, 15]. However, a

common limitation of these efforts is that the physical process is observed and learned in a passive

way without the agent’s continuous interventions driven by a task. Although the experimental
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scenes evolve from simple ones such as objects sliding down ramps [25], falling down of a

block tower [13] to complicated multi-object collisions, the intervention is only exerted at the

very beginning (i.e. contextual bandit problem). This separation of visual understanding and

actuation impedes the agent from verifying and improving its learned knowledge perpetually to

accomplish real-world tasks.

Embodied AI

Recently, impressive progress in embodied AI research has been driven by applying

reinforcement learning algorithms to visual navigation based tasks, ranging from navigating to a

goal location [27], searching for objects from a specific category [28], transporting objects [7],

to playing hide-and-seek game [29]. Most works emphasize tackling the long-horizon navigation

challenges. This typically requires heuristics (e.g. geodesic distance to the goal), building

maps or performing hierarchical planning in a large-scale indoor scene across multiple rooms

[7, 3, 2, 4]. However, our tasks focus on rearrangement in a single room scene with no need for

mapping or any distance information about the goals.

Object Rearrangement

A rich body of works have studied object rearrangement tasks [9, 3, 4, 19, 2, 5, 20, 8],

spanning a variety of real-world applications such as table organization, storing groceries and

house cleaning. However, most of these experimental testbeds have concentrated on tasks

requiring robotic manipulators or magic pointer [3, 4], which either involve hand dynamics or

are not physics-driven. Moreover, none of them have considered physical cost in their reward

functions or evaluation metrics.

Material and Dynamics Randomization

While most recent robot learning studies are not focusing on the problem of understanding

physical properties, some of them [2, 6] have incorporated randomization of object materials and

dynamics properties (mass and friction) in the learning process. However, in these works, the

aim of varying physical properties is to minimize their impact on generalization. The expectation
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is that by sufficiently diversifying the training distribution of these variables, the algorithms

will generalize effectively to unseen values, thereby improving sim-to-real transfer. This is

orthogonal to the way we utilize the variation of physical properties. In our case, the physical

causality is carefully encoded and highlighted in the task definition, and the agent is enforced to

infer it by acting in the environment and maximizing the reward.

1.3 Problem Formulation

Reinforcement Learning

A reinforcement learning problem can be formalized as learning to control a dynamical

system (i.e. environment) defined by a Markov decision process (MDP). An MDP M is a

tuple (S ,A ,P,r,ρ0,γ), where S is the state space, A is the action space, ρ0 defines the initial

state distribution, γ ∈ (0,1] is a discount factor and r : S ×A → R defines a task-specific

reward function. P defines the dynamics of the environment, which can be written as a transition

probability distribution P(st+1|st ,at). The aim of reinforcement learning is to learn a policy π to

maximize objective J(π):

J(π) = Eτ∼pπ (τ)

[
H

∑
t=0

γ
tr (st ,at)

]
(1.1)

where a finite-horizon trajectory τ is denoted by τ = (s0,a0, . . . ,sH ,aH). Given MDP M and

policy π , its distribution pπ(τ) can be derived as:

pπ(τ) = ρ0 (s0)
H

∏
t=0

π (at | st)P(st+1 | st ,at) (1.2)

Goal-oriented RL

Tasks defined in this paper can be cast as goal-oriented RL problems, where the agent

aims to reach a set of goal states G = {z} predefined by the task, where G⊆S and z is absorbing.

In this setting, a predicate [30] is defined to describe whether a goal state z is reached:

fz : S →{0,1} (1.3)
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Therefore, the reward function r(st ,at) can be divided into two parts:

r(st ,at) =


R fz(st) = 1

rc(st ,at) otherwise
(1.4)

where R is the success reward and function rc the per-step rewards the agent may obtain during

the course, e.g. reaching sub-goals, obstacle collision and time elapsed penalty.

Based on this general formulation, the reward functions for robotics tasks can be catego-

rized into two types: those that consider rc and those that do not. For instance, goal navigation

tasks usually require rc to count time elapsed when pursuing a shortest path to the goal. But

in manipulation tasks such as opening a door, shaping the reward to guide policy optimization

is usually hard and may limit the flexibility of the agent’s behavior [30], thus, a binary reward

indicating the success of a task is usually practical.

In the following sections, we will first introduce how to design our physics-inspired

reward functions. Then we will demonstrate how to use them to enable our learned agents to be

physics-aware in the proposed rearrangement tasks.

1.4 Physical Cost

1.4.1 Raw step physical cost

To teach an agent physical notions such as friction and mass in our pushing tasks, we

compute the amount of physical cost E(t) the agent spends on pushing an object to move on a

floor at each time step t. E(t) can be decomposed as the virtual physical work spent on translating

and rotating the object:

E(t) = Etrans +Erot (1.5)

Assume that the object has mass m and the friction coefficient between the box and the floor is µ .

The contact surface between the object and the floor has width X and length Y . The displacement
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of the object’s center of mass between consecutive time steps t and t +1 is ∆x and the object

rotates around its z-axis by an angle of θ .

The translation pushing cost can then be computed as:

Etrans = µmg∆x (1.6)

where g is the gravitational acceleration. With φ = arctan Y
X , the rotation pushing cost is:

Erot = µ
mg
XY

θ

∫ Y
2

−Y
2

∫ X
2

−X
2

√
x2 + y2dxdy

= µ
mg
XY

θ

[
X3

12

(
sinφ

cos2 φ
+ ln

1+ sin(φ)
cos(φ)

)

− Y 3

12

(
−cosφ

sin2
φ

+ ln
∣∣∣∣tan

φ

2

∣∣∣∣)
] (1.7)

where

∫ Y
2

−Y
2

∫ X
2

−X
2

√
x2 + y2dxdy =

X3

12

(
sinφ

cos2 φ
+ ln

1+ sin(φ)
cos(φ)

)
− Y 3

12

(
−cosφ

sin2
φ

+ ln
∣∣∣∣tan

φ

2

∣∣∣∣) (1.8)

and

φ = arctan
Y
X

(1.9)

Note that all physical quantities involved here, the mass, friction coefficient, and the

displacement and rotation of objects can either be obtained from the simulator or measured in

the real-world (e.g. by GPS and compass). Thus, the proposed physical cost is applicable in both

simulated and real environments regardless of what robot platform is used.
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1.4.2 Normalized step physical cost

With raw step physical cost E(t), we define the normalized step physical cost as

c(t) =
E(t)−Emin(t)

Emax(t)−Emin(t)
(1.10)

where Emin(t) and Emax(t) are the running bounds:

Emin(t) = min{E(0), · · · ,E(t)}

Emax(t) = max{E(0), · · · ,E(t)}
(1.11)

This normalized c(t) ∈ [0,1] represents the pushing cost consumed at time step t relative to all

history steps the agent has taken so far. For the edge case where Emin(t) = Emax(t) which makes

the denominator 0, we define c(t) = 1.

1.4.3 Normalized episode physical cost

Similarly, we define the normalized episode physical cost along an H-horizontal success-

ful trajectory τ = (s0,a0, . . . ,sH ,aH) as:

c(τ) =
E(τ)−Emin(τ)

Emax(τ)−Emin(τ)
(1.12)

where

E(τ) =
H

∑
t=0

E(t) (1.13)

This episode physical cost is normalized over the episode physical cost of all successful episodes

so far:

Emin(τ) = min{E(τ0), · · · ,E(τT )}

Emax(τ) = max{E(τ0), · · · ,E(τT )}
(1.14)

10



Let c(τ) = 1 when Emin(τ) = Emax(τ).

1.5 Physics-aware Indoor Rearrangement Tasks

1.5.1 Environments

Our simulated 3D environments integrate Bullet physics engine [31], iGibson’s renderer

[2], and indoor scenes from the publicly available OpenRooms dataset [32]. OpenRooms

provides 3D indoor scenes with ground truth material and real scene correspondence, allowing us

to conduct robotics tasks with varying physical properties such as mass and friction coefficients.

This setup also holds the potential for improving sim-to-real transfer. In this paper, the primary

interactive environment used for learning is a classroom scene (6.95 m × 5.53 m × 3 m) that is

sufficiently large to showcase differences in agent behavior. However, our tasks and methods are

also applicable to other indoor scenes. The environment contains both static and fixed objects

such as windows, doors, and ceiling lights, as well as K interactive boxes that the robot can

move.

1.5.2 Agents

Our tasks are carried out by a simulated two-wheeled Fetch robot [33] using joint space

control. Since the tasks only require locomotion, we keep joints such as the torso, arms, and

grippers stationary and do not include them in the control process.

State space At each time step, the agent receives observations that include the current

3D positions and orientations of both the robot and interactive objects within the world Cartesian

coordinate system. We use Euler angles to represent orientations. Therefore, for a task involving

pushing K objects, the state is represented as a 6(K +1)-dimensional vector. Notably, observing

the velocities and accelerations of the robot and objects is not essential for task completion.

Empirical results show that including these factors in the state space does not improve learning

performance.
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Action space The action space of our tasks is discrete and parameterized by v, which is

the maximum value of wheel angular velocity (8.7 rad/s). Specifically, the robot has four actions:

[v,v] (move forward), [0.5v,−0.5v] (turn left), [−0.5v,0.5v] (turn right) and [0,0] (stop).

1.5.3 Variable Friction Pushing Task

In this task, the agent and a box (10 kg) are initialized on a two-band floor. The red and

blue bands have friction coefficients 0.2 and 0.8 respectively (Fig. 1.1). The agent’s goal is to

push the box to the target rectangular region located on the other band. Moving the box to any

position inside the target region can be considered as a goal state.

Basic setting

To encourage learning efficiency, we design the reward function as:

r(st ,at) =



R succeed

rn agent collides with obstacles

rp agent pushes box

re otherwise

(1.15)

where R > 0, rn < re < rp < 0, and re represents the time elapsed penalty. In practice, we set

R = 10 and rn =−10,re =−1,rp =−0.5. On one hand, ranking the sub-rewards structures the

task and provides a learning curriculum. On the other hand, this reward function makes the MDP

a stochastic shortest path (SSP) setting [34], where the agent’s objective is to reach the goal state

while minimizing cumulative costs. In our case, this is equivalent to finding a policy for pushing

the box to the target region as quickly as possible.

Physics-aware setting

To facilitate the agent’s learning of different friction coefficients, we integrate the nor-

malized step physical cost defined in (1.10) into the basic reward function (1.15), which results

12



in a physics-inspired reward function:

r(st ,at) =



R succeed

rn agent collides with obstacles

rp · c(t) agent pushes box

re otherwise

(1.16)

By weighting the pushing reward rp with physical cost c(t), the agent’s optimization objective

now becomes finding a policy to push the box to the target region in the most physically efficient

way.

1.5.4 Variable Mass Pushing Task

In this task, the agent and two boxes are initialized in a circular region (with radius 1.5

m). The two boxes are instances of the same CAD model but with different materials and weights

(10 kg and 50 kg, respectively). For a fair comparison, the robot’s initial position is always at the

center of the circle, while the two boxes are initialized at locations equidistant (0.99 m) to the

robot.

To diversify the initial geometric configuration, we allow for four facing directions as

the agent’s initial orientation. For each facing direction, there are two choices to place the box:

the light one on the left or on the right. Each training trial will correspond to a configuration

covering all four directions. Therefore, we have 24 different configurations in total (Fig. 1.2).

Then at the beginning of every episode, one facing direction is randomly selected from a certain

configuration.

Basic setting

In the basic setting, the task succeeds when any one of the boxes is pushed outside the

circular region. Unlike the variable friction pushing tasks, the time elapsed is not penalized in
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this case:

r(st ,at) =


R succeed

rn agent collides with obstacles

0 otherwise

(1.17)

where R > 0 and rn < 0. In practice, we set R = 100 and rn =−10. Therefore, this is not an SSP

problem. In other words, successful policies are equally optimal regardless of which box they

choose to push or along which trajectory. The agent’s decision on which box to push is expected

to have no correlation with the box weight.

Physics-aware setting

To facilitate the agent’s learning of the notion of mass, we integrate the normalized

episode physical cost defined in (1.12) into the basic reward function (1.17) which results in a

physics-inspired reward function:

r(st ,at) =


R · (1− c(τ)) succeed

rn agent collides with obstacles

0 otherwise

(1.18)

Weighting the succeed reward R with the episode physical cost c(τ) ∈ [0,1] informs the agent to

choose a policy succeeding in task at the minimum physical cost. The optimal agent under this

reward function will always choose to push the light box.

Note that reward structures (1.18) and (1.16) differ in the discount factor γ when encour-

aging physical efficiency. The episode physical cost c(τ) will not get discounted in (1.1) and thus

is suitable for reward structure (1.18) which does not have a constant step reward. In contrast,

the step physical cost c(t) fits the reward structure (1.16). Incorrectly using c(τ) in (1.16) can

lead to conflicting optimization objectives, as it would minimize the discounted cumulative time

cost and the undiscounted episode physical cost at the same time.
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Figure 1.2. Illustration of configuration 0 in the variable mass pushing tasks. Swapping the light
(orange) and heavy (gray) boxes in one to four directions gives the other 15 configurations.

1.5.5 Evaluation metrics

We use the mean episode physical cost c(τ) of successful trajectories (1.12) as the

physical efficiency metric for the successful policies.

In the variable friction pushing task, we compute the fraction of the trajectory length

spent on the low friction band for each evaluation episode. We denote this ratio as α(τ) ∈ [0,1]

and define it as:

α(τ) =
l(τlow)

l(τ)
(1.19)

where τ is the total length of the box trajectory and τlow is the length of the trajectory where the

box is moved on the low-friction floor. The length of trajectory l(τ) is defined as

l(τ) =
H−1

∑
t=0

d(pt , pt+1) (1.20)

where d(pt , pt+1) indicates the box’s ℓ2 displacement at time step t.

Based on this definition, the distribution of α(τ) indicates the agent’s preference of a

slippery path to accomplish the pushing task. The distance between the two distributions with

or without physics-inspired reward is then used as a measure of the agent’s understanding of

friction coefficient.

In the variable mass pushing task, we compute the histogram of how many heavy boxes

an agent chooses to push over N configurations. The distance between the frequency distributions

with or without physics-inspired reward is used as a measure of the agent’s understanding of

mass.
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1.6 Experiments and Results

We evaluate our methods on the proposed tasks in both the basic setting and the physics-

aware setting. The agents are trained using proximal policy optimization (PPO) [35] algorithms.

We compare the policies learned by our physics-aware agent against the baseline agent and

other cost computation methods to demonstrate the effectiveness of our physics-inspired reward

function and the agent’s awareness of physics notions. All of the agents share the same neural

network architectures. The PPO hyperparameters KL coefficient {0.2,0.3} and clip parameter

{0.3,0.34,0.35} are tuned for different tasks. All other hyperparameters are the same.

The experiments are designed to answer the following questions:

1. Does our physics-inspired reward function correctly guide the agent to learn a physically

efficient policy?

2. Does the policy learned under the physics-inspired reward function reflect the agent’s

awareness of mass and friction?

3. How does our definition of physical cost compare to other design strategies for learning

successful and efficient policies?

1.6.1 Results of the variable friction pushing task

We first evaluate whether the agent can effectively learn a physically efficient policy for

the variable friction pushing task when equipped with our physics-inspired reward function. We

compare the learning curves of PPO with and without our physics-inspired reward (1.16) in

Fig. 1.3. It is observed that the physics-aware agent (blue) converges to a policy with a clear

drop in physical cost relative to the baseline agent (red). Although they both have a similar

convergence rate, the learning curve of the physics-aware agent has a higher variance than the

baseline agent before convergence. One possible explanation is that our adaptive physical cost is

normalized by running bounds, which can lead to high variance in the per-step reward during the

early stages of training, when the robot has limited knowledge of the environment.
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In Fig. 1.4, we further visualize the trajectory distributions of physics-aware agent and

the baseline agent during evaluation. Each agent is evaluated for 30 episodes. As discussed in

Section 1.5.3, the agent is encouraged to find the quickest path to reach the goal region under

the reward function without physical cost, which is approximately the shortest path between

the initial box position and the bottom left corner of the goal region. Our results show that the

empirical trajectory distribution is centered around this shortest path and spreads evenly toward

the low-friction and high-friction areas. In contrast, the trajectories for the physics-aware agent

consistently detour towards the low friction band due to its pursuit of physical efficiency.

We then compute the trajectory length ratio α(τ) (Eq. 1.19) for each evaluation trajectory,

and show the frequency distributions of evaluation trajectories in Fig. 1.6. The results show that

our physics-aware agent concentrates on trajectories with very high α(τ), which indicates its

clear preference for the low friction trajectory. On the other hand, the baseline agent concentrates

on α(τ) around 0.5 which corresponds to trajectories with even traversal over low-friction and

high-friction bands. The policy difference between the baseline and our physics-aware agents

validates that the agents learned with the proposed physics-inspired reward are aware of friction

coefficients.

1.6.2 Results of the variable mass pushing task

We now evaluate whether the proposed physics-inspired reward (1.18) can enable the

agent to learn an physically efficient policy for the variable mass pushing task. We train agents

over 10 configurations randomly picked from the total 16 configurations (Section 1.5.4), which

is designed to prevent the agent from memorizing the correlations between box positions and

masses. Each run of training is done in a certain configuration. At the beginning of each training

episode, the agent is initialized to one of four facing directions in that configuration.

The learning curves over 10 configurations are shown in Fig. 1.5. In each run of training,

the agent has to solve the which to push task at four facing directions. Accordingly, the learned

policy can choose to push 0 to 4 heavy boxes, where 0 means that the agent never chooses the
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Figure 1.3. Training curves of PPO on variable friction pushing tasks. The algorithm is run across
three different random seeds 1, 4, 8, and the shaded regions represent one standard deviation.
Left: successful episode physical cost. Right: success rate. Red (No-physical-cost): baseline
policy trained without physics-inspired rewards. Blue (Push-physics-running-bound / Ours):
physics-aware policy trained with pushing cost rewards normalized by running bounds. Magenta
(Push-physics-fix-bound): physics-aware policy trained with pushing physical cost normalized
by fixed bounds. Green (Robot-physics-running-bound): physics-aware policy trained with robot
physical cost normalized by running bounds.

Figure 1.4. The distribution of 30 evaluation trajectories. Left: baseline agent trained without
physics-inspired rewards. Right: physics-aware agent trained with our physics-inspired rewards.
Pink band: low friction region. Blue band: high friction region. Blue square: the initial pose of
the box at [-1.2m, -0.4m]. Green square: goal region (x=[1.2m, 3.53m], y=[0.4m, 2.72m]).

heavy box in all 4 directions. The policy that pushes 0 heavy boxes has a successful episode

physical cost of around 40 in each run.

The results show that our physics-aware agent (blue) converges to a successful policy

with episode physical cost concentrated around 40. This means that our physics-aware agent

always chooses to push the light box for all facing directions and configurations. In contrast, the

18



Figure 1.5. Training curves of PPO on variable mass pushing tasks, run across 10 configu-
rations randomly selected out of 16, and the shaded regions represent one standard deviation.
Left: successful episode physical cost. Right: success rate. Red (No-physical-cost): baseline
policy trained without physics-inspired rewards. Blue (Push-physics-running-bound / Ours):
physics-aware policy trained with pushing physics-inspired rewards normalized by running
bounds. Magenta (Push-cost-fix-bound): physics-aware policy trained with pushing physical
cost normalized by fixed bounds. Green (Robot-physics-running-bound): physics-aware policy
trained with robot physical cost normalized by running bounds.

baseline agent (blue) with no physics-inspired reward has a successful episode physical cost that

is uniformly distributed with a large standard deviation. This indicates that the baseline agent

chooses to push the heavy box or light box almost randomly across different facing directions

and configurations.

We then examine the frequency distribution of how many heavy boxes are pushed during

the evaluation for each learned policy. Each agent is evaluated for 30 episodes under each of

10 configurations. The results are summarized in Fig. 1.7. We observe that our physics-aware

agent highly favors pushing the light box in all 10 configurations, whereas the baseline agent

chooses to push the light or heavy box with nearly equal probabilities. This contrasting behavior

validates that, unlike the baseline agents, the agents learned with our proposed physics-inspired

reward are aware of object masses.

1.6.3 Ablation study on physics-inspired reward design

We further compare our physics-inspired reward function with other design strategies:

1. Using robot output energy instead of task-relevant pushing cost defined in eq. (1.5).
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Figure 1.6. Frequency distributions of trajec-
tory length ratio α(τ) of 30 evaluation trajec-
tories. Blue: baseline agent without physical
cost. Orange: physics-aware agent trained
with our physics-inspired reward.

Figure 1.7. Frequency distributions of the
number of heavy boxes pushed over 10 config-
urations. Blue: baseline agent without physi-
cal cost. Orange: physics-aware agent trained
with our physics-inspired reward.

2. Normalized the physical cost by fixed bounds instead of running bounds defined in eq.

(1.11) and (1.14).

The robot physical cost at time step t is the sum of the energy output of the robot’s main

driven joints (e.g. the left and right wheels of a Fetch robot). For joint j, its energy output during

time step t is computed as

E(t, j) = |ω j
t × τ

j
t |∆t (1.21)

where ω
j

t and τ
j

t are the angular velocity and torque of joint j, ∆t = 0.004s is the length of time

interval. The fixed bounds of raw step pushing cost (1.5) is [0,Emax] where

Emax = µmaxmmaxvmaxg∆t (1.22)

which involves the maximum object mass and friction coefficient in the scene and the robot’s

maximum moving velocity. The fixed bounds of normalized episode pushing cost (1.13) is

[0,EmaxHmax] where Hmax = 400 is the maximum time steps per episode.

The comparison of training curves is shown in Fig. 1.3 and 1.5. Using the robot physical

cost normalized by running bounds leads to a drop in the success rate in both the variable friction

and variable mass pushing tasks compared to our reward function. This is because the majority
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of the robot output energy is spent on robot locomotion rather than pushing the boxes. Thus the

normalized physical cost will encourage the ease of locomotion instead of accomplishing the

pushing task.

When using the pushing cost normalized by fixed bounds, the success rate drops and

the agent fails to find the physically efficient policy in the variable mass pushing task. This

occurs because the number of time steps required for the agent to complete a task cannot be

predicted before training. Using pre-defined fixed bounds restricts the physical cost to a narrow

range and fails to account for the wide variation in costs across different successful trajectories.

However, in the variable friction pushing task, where the cost is computed per step and the cost

range is relatively small, there is little performance difference between using fixed or running

bounds. Nonetheless, running bounds are preferable as they require less prior knowledge about

the environment.

1.7 Conclusion and future work

We have studied the problem of how to make a learned agent physics-aware through a

sequential decision-making process. We designed two novel indoor rearrangement tasks to train

and evaluate the agent’s policies in response to different masses and friction coefficients. To

facilitate the learning, we introduced a novel physics-inspired reward function. Our results show

that, compared to policies learned without this reward function, the agent can consistently learn

to act with awareness of mass and friction differences.

Our work made a step towards learning physics-aware policies which are responsive

to different masses and frictions. Potential future works include: (1) Extending the current

method to vision-based RL setting for better generalization. (2) Transferring the physics-inspired

policies, value functions, and experiences to downstream safe-critic tasks to help avoid risky

behaviors such as falling down on slippery floor or pushing immovable objects.

Chapter 1, in part, is a reprint of the material as it appears in “Learning to Rearrange
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with Physics-Inspired Risk Awareness”, Meng Song, Yuhan Liu, Zhengqin Li, Manmohan

Chandraker, Risk Aware Decision Making Workshop at The Robotics: Science and Systems,

2022. The dissertation author was the primary investigator and author of this paper.
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Chapter 2

A Minimalist Prompt for Zero Shot Policy
Learning

2.1 Introduction

Learning skills that are generalizable to unseen tasks is one of the fundamental problems

in policy learning and is also a necessary capability for robots to be widely applicable in real-

world scenarios. Recent works [36, 37, 38, 39] have shown that transformer based policies can

be easily steered to solve new tasks by conditioning on task specifications (prompts). Tasks can

be specified in various and complementary forms such as language instructions [36, 40], goal

images [41, 42] and demonstrations [43, 44, 45]. Among typical task specifications, prompting

with demonstration is one of the most expressive interfaces to communicate task objectives and

human intent to the agent. Even a segment of demonstration contains rich information about

environment dynamics, success states, and optimal behaviors to solve the task when expert-level

demonstrations are provided. Demonstrations can also be represented in the original action and

state space, which does not require any modality alignment. In addition, demonstrations are

more favorable in describing goal locations and behaviors of low-level control than language

instructions. However, specifying tasks via demonstrations suffers from two major limitations.

Firstly, it is impractical or unreasonable to have access to any form of demonstrations

in test environments, or even refer to expert demonstrations of solving the test task beforehand.

In some sense, directly providing the agent with demonstrations during deployment is akin to
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revealing the solutions to the student in a test, thereby making the generalization meaningless.

An appropriate task specification should be zero-shot, that is, conveying what to do instead of

how to do it. For example, in a kitchen scenario, one may ask a robot to move a bottle onto

the table. A natural task specification is to simply provide the robot with a description of the

task rather than hinting at the possible trajectory of its arm and the target pose of its gripper

when the task succeeds. This motivates us to distill the task description which is key to the

generalization from a demonstration prompt and remove the skill-related information. Secondly,

although a demonstration prompt encompasses rich information, there is little understanding of

which factors are essential for the generalization. For example, given a visual demonstration of a

running half-cheetah, it is unclear which factor contributes to the generalization – the appearance

of the cheetah, the dynamics, the gait, or the desired speed.

To answer these questions, we consider the contextual RL setting where the training

and test MDPs are assumed to be drawn from the same distribution which is controlled by

a set of task parameters. These parameters can describe any properties of an MDP, which

could either be physics-level attributes such as texture, location, velocity, mass, and friction, or

semantic-level attributes, such as object color, shape, quantity, and category. These quantified

task variations provide the necessary information for the agent to generalize across different tasks.

Therefore, prompting an agent with these task parameters serves as an interpretable baseline for

generalization. We show that conditioning a decision transformer on these task parameters alone

generalizes on par with or better than its demonstration-conditioned counterpart. This suggests

that a DT model implicitly extracts task parameters from the demonstration prompt to allow

generalization to a new task.

Besides investigating the necessary role of task parameters in how the generalization

happens, we are also interested in how much generic information can be elicited from the

supervision to help generalization. To this end, we additionally introduce a learnable prompt to

further enhance the generalization performance. The learnable prompt and the task parameter

together compose a minimalist prompt for zero-shot generalization. We have empirically shown
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that this proposed prompt has strong zero-shot generalization capability across a variety of

control, manipulation, and navigation tasks.

In summary, the main contribution of this paper is a study of what is a minimalist prompt

for decision transformers to learn generalizable policies on robotics tasks. (1) We show that

a task parameter prompting decision transformer can generalize on par with or better than its

state-of-the-art few-shot counterpart – the demonstration prompting DT in a zero-shot manner.

This observation identifies the task parameter as necessary information for generalization rather

than the demonstrations. (2) We propose to use an additional learnable prompt to extract the

generic information from the supervision and show that this information can further boost the

generalization performance.

2.2 Related Work

Generalization in policy learning Learning a policy that can be generalized to novel

tasks has been extensively explored under different learning objectives and conditions. For

example, meta-reinforcement learning [46] trains an RL agent to rapidly adapt to new tasks where

the agent is enabled to continue to learn from its online interactions with the test environments.

[47] trains a source RL policy operating in a disentangled latent space and directly transfers it

to the visually different target domain. Recent works [48] extend meta-RL to an offline setting

where the agent is fine-tuned on pre-collected transitions in test tasks for adaptation. Unlike these

prior works focusing on optimizing the RL objective, we are interested in understanding the

generalization behavior of a policy learned under an imitation learning objective, i.e. behavior

cloning.

Few-shot generalization Generalization in the imitation learning setting can be catego-

rized into two categories: few-shot and zero-shot generalization. Few-shot methods condition

the model on demonstrations or example solutions from the test environments to enable general-

ization. For example, [43, 44, 40] conditions their model on the trajectory segments from expert

25



demonstrations of the test tasks. [42] solves the test task by matching the visual observations

along the demonstration trajectories. [49, 45] requires a single demonstration to generalize to

new tasks although the demonstration could be performed by an agent with different morphology.

[41] transfers the skills learned from human videos to a new environment by conditioning on the

goal image of the successful state. Learning a few-shot policy is akin to in-context learning [50],

but differs in that it is not an inference-only method.

Zero-shot generalization In contrast, zero-shot methods assume no access to reference

solutions in the test environments which is more realistic. Possible ways to specify a task in

a zero-shot way include natural language instructions [51, 36, 52], driving commands [53],

programs [54], etc. In this work, we demonstrate that task parameters, such as the target

position of an object and the goal velocity, can sufficiently specify a task to enable zero-shot

generalization.

Goal-conditioned policy Learning a goal-conditioned policy can also be viewed as a

way of generalization. The goal here usually refers to a goal state indicating the success of a

task. A goal-conditioned policy is hoped to reach any goal state including those unseen during

training and can be solved as online RL [55, 30, 56], offline RL [57], and imitation learning

problems [58, 59]. Mathematically, we can draw a connection between goal-conditioned policy

and prompting a language model. We can think of the goal state as a special prompt when solving

a goal-conditioned imitation learning problem with the policy instantiated as a transformer-based

model.

Decision transformer Decision transformer [60] (DT) is one of the successful sequence

modeling methods [61] in solving RL via supervised learning [62] problems. It combines the

advantages of return-conditioned policy learning [63, 64, 62] and the expressive capability of

GPT2. DT has been extended to solve offline multi-task learning [65, 66], online RL [67]

problems. Complementary to the prior works of using DT in few-shot policy learning [43, 44],

our method enables DT-based policy to generalize zero-shot to new tasks.

Adapting language models in the robotics domain Recent work has shown that pre-
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trained large language models (LLMs) can be used in the robotics domain to ground skills and

enable emergent reasoning via supplying high-level semantic knowledge to the downstream

tasks [36, 68, 38]. In a similar spirit, our work can be viewed as training a language model agent

from scratch to perform robotics tasks with essential task parameters and a learnable prompt as

instructions.

Prompt learning A series of work [69, 70] in NLP has shown that a pre-trained language

model can be adapted to downstream tasks efficiently via learning prefixes or soft prompts, which

is called prompt tuning. In this paper, we adapt this technique to learn a generalizable policy

which we refer to as prompt learning. We condition the decision transformer on a learnable

prompt to extract the generic information for zero-shot generalization. Note that in our case, the

prompt is learned jointly with the language model during training and both are frozen during

inference, whereas in prompt tuning, the soft prompt is only trained during inference while the

language model is frozen.

2.3 Problem Formulation

Contextual RL framework We study the problem of policy generalization under the

framework of contextual RL [71], where each task T corresponds to a MDP denoted by

a tuple M = (S ,A ,P,ρ0,r,γ). S denotes the state space, A denotes the action space,

P (st+1 | st ,at) is a conditional probability distribution defining the dynamics of the environ-

ment. ρ0(s0) is the initial state distribution, r : S ×A → R defines a reward function, and

γ ∈ (0,1] is a scalar discount factor.

In contextual RL setting, a policy is trained on N training tasks {Ti}N
i=1 and tested on

M unseen tasks {Tj}M
j=1. All training and test tasks are assumed to be drawn from the same

distribution over a collection of MDPs. Each MDP M (c) in the collection is controlled by a task

parameter c, which can parameterize either the dynamics P (st+1 | st ,at), the reward function

r(st ,at), the state space S , and action space A .
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Contextual RL framework is expressive enough to formulate many generalization prob-

lems in policy learning. A typical example of such problems is to learn a goal-reaching policy

[30, 59] that can reach any goal state g ∈ S . This can be formulated as training a goal-

conditioned policy under an indicator reward function of having the current state exactly match

the goal state. In this case, the task parameter c is the goal state g. The definition of transfer

learning in the contextual RL setting can also cover the cases where the generalization happens

across different dynamics [72], state spaces [41], and action spaces [73, 74].

Behavior cloning (BC) in contextual RL setting In this paper, we consider the problem

of learning a generalizable policy under the behavior cloning objective in a contextual RL

setting. In this case, each training task Ti is paired with a dataset of demonstration trajectories

D train
i = {τk}K

k=1(i = 1, · · · ,N). The entire training set D train = {D train
i }N

i=1 were pre-collected

in each training environment and could be of any quality.

The objective of BC is to estimate a policy distribution π̂ by performing supervised

learning over D train = {(s⋆i ,a⋆i )}n
i=1:

π̂ = argminπ∈Π L (π) = argminπ∈Π

n

∑
i=1

L (s⋆i ,a
⋆
i ;π) (2.1)

where we set the loss function L as squared ℓ2 distance L (s⋆i ,a⋆i ;π) = ∥π(s⋆i )−a⋆i ∥2
2.

Evaluation metrics For a fair comparison, we follow the conventions in [75, 40] of

evaluating the policy performance across different tasks. The performance is reported as a

normalized score:

normalized score = 100× return-random return
expert return-random return

(2.2)

where 100 corresponds to the average return of per-task expert and 0 to the average return of a

random policy.

The performance of a trained agent can be evaluated in two settings: (1) Seen tasks: The
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agent is evaluated in each of N training tasks, which is consistent with the standard RL and IL

evaluation protocols. (2) Unseen tasks: The agent is evaluated in each of M test tasks which are

strictly unseen during training to measure its zero-shot generalization ability.

2.4 Approach

2.4.1 Decision transformer

Recently, there has been an increasing interest in casting policy learning problems as

supervised sequential modeling problems [62, 61]. By leveraging the power of transformer

architecture and hindsight return conditioning, Decision Transformer-based models [60, 65] have

achieved great performance in offline policy learning problems.

Formally, Decision Transformer (DT) is a sequence-to-sequence model built on a trans-

former decoder mirroring GPT2 [76] architecture, which applies a causal attention mask to

enforce autoregressive generation. DT treats an episode trajectory τ as a sequence of 3 types of in-

put tokens: returns-to-go, state, and action, i.e. τ =
(

R̂0,s0,a0, R̂1,s1,a1, . . . , R̂T−1,sT−1,aT−1

)
,

where the returns-to-go R̂t = ∑
T
i=t ri computes the cumulative future rewards from the current

step until the end of the episode. At each time step t, it takes in a trajectory segment of K time

steps τt =
(

R̂t−K+1,st−K+1,at−K+1, . . . , R̂t−1,st−1,at−1, R̂t ,st ,at

)
and predicts a K-step action

sequence At = (ât−K+1, . . . , ât−1, ât).

A DT parameterized by θ instantiates a policy πθ (at |s−K,t ,a−(K−1),t−1, R̂−K,t), where

s−K,t denotes the sequence of K past states smax(0,t−K+1):t . Similarly, R̂−K,t denotes the sequence

of K past returns-to-go, and a−(K−1),t−1 denotes the sequence of K− 1 past actions. By con-

ditioning on a sequence of decreasing returns-to-go R̂−K,t , a DT policy becomes aware of its

distance to the target state under a measure defined by the reward function.

Given an offline dataset of n K-length trajectory segments D = {τ∗i }n
i=1. The policy πθ
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is trained to optimize the following behavior cloning objective:

minθ L (θ) = minθ

n

∑
i=1

L (τ⋆i ;πθ ) (2.3)

Specifically, we use the following squared ℓ2 distance as the loss function in the continu-

ous domain:

L (τ⋆i ;πθ ) =
K

∑
j=1
∥πθ (a j|si∗

−K, j,a
i∗
−(K−1), j−1, R̂

i∗
−K, j)−ai∗

j ∥2
2 (2.4)

During the evaluation, a target returns-to-go R̂0 should be specified at first. This represents

the highest performance we expect the agent to achieve in the current task. At the beginning

of an evaluation episode, DT is fed with R̂0, s0 and generates a0, which is then executed in the

environment and s1, r1 are observed by the agent. We then compute R̂1 = R̂0− r1 and feed it as

well as s1, a1 to the DT. This process is repeated until the episode ends.

2.4.2 Minimalist Prompting Decision Transformer

To identify the essential factors of a demonstration prompt in generalization and further

extract generalizable information from the supervision, we propose a minimalist prompting

Decision Transformer (Fig. 2.1). Given task parameter c, a minimalist prompt consists of

two parts: (1) A task parameter vector [c,c,c] (2) A learnable prompt z = [z1,z2,z3], where

zi (i = 1,2,3) is a n×h dimensional vector corresponding to an embedding of n tokens. The

number of zi and c is designed to be three, paired with the three types of tokens R̂,s,a in the

input sequences.

A minimalist prompting DT represents a policy πθ (at |wt ,c;z), where context wt denotes

the latest K timestep input context at time step t. To train the policy on a task, the learnable prompt

z is optimized together with the model weights θ over the associated training set D = {τ∗i }n
i=1,
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Figure 2.1. Architecture of the minimalist prompting decision transformer. At each time step
t, the model receives the recent K time step input trajectory prepended by a minimalist prompt
(gray and green part) and outputs a sequence of actions until ât . A minimalist prompt consists of
a task parameter vector [c,c,c] and a learnable prompt z = [z1,z2,z3].

thus the learning objective is

minθ ,z L (θ ,z;D ,c) = minθ ,z

n

∑
i=1

L (τ⋆i ;πθ (·|·,c;z)) (2.5)

When training the policy πθ (at |wt ,c;z) across N tasks, the task parameter vector carries

the task-specific information, whereas the learned prompt z captures the generic information

shared by all training tasks. To see this, we can think of DT as a generator mapping latent

variable z to actions, where z is adjusted to be broadly applicable to all of the training tasks.

Therefore, although prompt z is not allowed to be optimized during the test time, it is expected

to be transferable to any unseen tasks from the same task distribution.

2.4.3 Algorithms

We now show how a minimalist prompting DT is trained and evaluated in contextual

RL setting in Alg. 1 and 2. Assume that we have N training tasks T train = {T train
i }N

i=1, each of

them has an associated offline trajectory dataset D train
i = {τ j}m

j=1 and a task parameter ctrain
i . For

each gradient step, the minimalist-prompting DT is optimized according to (2.5) over a batch of

trajectory segments and task parameters gathered from each training task.
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We evaluate a trained minimalist-prompting DT for each of M test tasks T test =

{T test
i }M

i=1 online. Since DT is inherently a return-conditioned policy, commanding the agent

to perform a specific task should be conveyed as a desired target return Gi. To test the agent

at its fullest capability, Gi is usually set as the highest task return in task i, which therefore

requires prior knowledge about the test task. In practice, for each test task, Gi can be either set

as the highest expert return or the highest possible return inferred from the upper bound of the

reward function. With Gi as its desired performance, the policy performs online evaluations

by interacting with the test environment for E episodes. The returns are then converted to the

normalized score defined in (2.2) and averaged for across-task comparison.

Algorithm 1. Minimalist Prompting DT Training
Input: θ , z ▷ Initialized parameters
{D train

i ,ctrain
i }N

i=1 ▷ Offline data and task parameters from N training tasks
for each iteration do

for each gradient step do
B = /0, U = /0
for each task Ti do ▷ Sample a batch of data

Bi = {τ j}|Bi|
j=1 ∼D train

i ▷ Sample a mini-batch of K-length trajectory segments
B←B∪Bi
U ←U ∪{ctrain

i }|Bi|
end for
[θ ,z]← [θ ,z]−α∇θ ,zL (θ ,z;B,U ) ▷ Update model weights and learnable prompt

end for
end for

Output: θ , z ▷ Optimized parameters

2.5 Experiments and Results

In this section, we evaluate the zero-shot generalization ability of the minimalist prompt-

ing DT over a set of benchmark control and manipulation tasks and compare it with the

demonstration-prompting counterpart. We start by introducing the experiment setting and

then proceed to the result analysis.
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Algorithm 2. Minimalist Prompting DT Evaluation
Input: θ ,z ▷ Trained policy
{Mi =

(
Si,Ai,Pi,ρ

i
0,ri,γi

)
}M

i=1 ▷ MDPs of M test tasks
{ctest

i }M
i=1 ▷ Task parameters of M test tasks

{Gtest
i }M

i=1 ▷ Target returns-to-go of M test tasks
for each task Ti do

c← ctest
i ▷ Get task parameter

R̂0← Gtest
i ▷ Get task specific target returns-to-go

for each test episode do
s0 ∼ ρi(s0) ▷ Sample an initial state s0
Initialize context wt with s0, R̂0
for t=0, T −1 do

at ← πθ (at |wt ,c;z) ▷ Get an action at using the policy
st+1 ∼ Pi(st+1|st ,at) ▷ Execute the action at and observe st+1, rt+1
rt+1 = ri(st ,at)
if done then

break
end if ▷ Episode terminates
R̂t+1 = R̂t− rt+1 ▷ Update returns-to-go
wt+1← wt∥(at , R̂t+1,st+1) ▷ Update context

end for
end for

end for
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2.5.1 Environments and tasks

The experiments are conducted on two widely used benchmarks: control benchmark

MACAW [48] for offline meta-reinforcement learning and manipulation benchmark Meta-world

[77] for meta-reinforcement learning. Specifically, we evaluate our approach on the following

five problems:

Cheetah-Velocity A simulated half-cheetah learns to run at varying goal velocities. The

tasks differ in the reward functions rg(s,a) which is parameterized by the goal velocity g. We

train in 35 training tasks and evaluate in 5 test tasks with unseen goal velocities. The half-cheetah

has 6 joints and 20-dimensional state space which includes the position and velocity of the

joints, the torso pose, and COM (Center of Mass) of the torso. Note that the goal velocity is not

observable to the agent.

Ant-Direction A simulated ant learns to run in varying 2D directions. The tasks differ

in the reward functions rg(s,a) which is parameterized by the goal direction g. We train in 45

training tasks and evaluate in 5 test tasks with unseen goal directions. The ant has 8 joints and

27-dimensional state space which is represented by the position and velocity of the joints and

pose of the torso. Note that the goal direction is not observable to the agent.

By following the same data preparation methods in [48] and [43], the offline data for

each task of Cheetah-Velocity and Ant-Direction are drawn from the lifelong replay buffer of

a Soft Actor-Critic [78] agent trained on it, where the first, middle, and last 1000 trajectories

correspond to the random, medium, and expert data respectively.

ML1-Reach, ML1-Push, ML1-Pick-Place A Sawyer robot learns to reach, push, and

pick and place an object at various target positions. The tasks within each problem vary in the

reward functions rg(s,a) and initial state distributions ρo(s0), where rg(s,a) is parameterized by

the target position g and ρo(s0) is parameterized by the initial object position o. The state space

is 39 dimensional including the pose of the end-effector and the pose of the object in the recent

two time steps. Note that the target position is not part of the state. For each problem, there
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are 45 training tasks and 5 test tasks with unseen target positions. The expert demonstration

trajectories for each task are generated by running the provided scripted expert policy.

2.5.2 Baselines

To understand which factors contribute to generalization, we compare the full minimalist-

prompting DT (Task-Learned-DT) with four baseline approaches, including three variants of

minimalist-prompting DT, one state-of-art few-shot prompt DT method, and the original decision

transformer:

Minimalist-prompting DT with both task parameter prompt and learned prompt

(Task-Learned-DT) This is our proposed method in its fullest form. In the experiments, we

use goal velocity, goal direction, and target position as the task parameter for Cheetah-Velocity,

Ant-Direction, and ML1 tasks respectively.

Minimalist-prompting DT with task parameter prompt only (Task-DT) To study

the effect of the learned prompt on zero-shot generalization, we remove it from Task-Learned-

DT and only keep the task parameter prompt. This can be thought of as a special case of

Task-Learned-DT where the learned token has length 0.

Pure-Learned-DT To study the effect of the task parameter prompt in zero-shot general-

ization, we remove it from Task-Learned-DT and only keep the learned prompt.

Trajectory-prompting DT (Trajectory-DT) [43] is a state-of-the-art few-shot policy

learning method that shares a prompt DT architecture similar to ours. However, this method

requires segments of expert demonstration trajectories as prompt in the test environments, which

are unrealistic in most real-world applications.

Decision transformer (DT) We apply the original decision transformer [60] to our

experiment setting. By excluding any prompts, we train the original decision transformer in

multiple tasks and test it in other unseen tasks. This helps us understand the role of prompts in

generalization.
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2.5.3 Experimental results

We investigate the zero-shot generalization ability of Task-Learned-DT and identify the

essential factors by comparing it to the baselines. The zero-shot generalization performance is

evaluated online under the mean normalized score in unseen test tasks. If not mentioned explicitly,

all methods are trained on the same expert dataset in each task. In particular, Trajectory-DT is

conditioned on the expert trajectory prompts sampled from the corresponding expert dataset. For

a fair comparison, all algorithms are run across the same three seeds. Our experiments aim to

empirically answer the following questions:

How does minimalist-prompting DT generalize compare to its demonstration-prompting
counterpart?

We compare Task-Learned-DT with the baselines on all five benchmark problems. The

results are shown in Figure 2.2 and Table 2.1, in which Task-Learned-DT and Task-DT consis-

tently outperform Trajectory-DT across all five problems and exceed it by a large margin on

ML1-Pick-Place, ML1-Push, and Ant-Direction (Table 2.2). This indicates that the task parame-

ters have precisely encoded sufficient task variations to specify the new task. Trajectory-DT tries

to extract the same information from the prompting expert trajectories but performs worse than

directly feeding it. In other words, prompting the problem solutions to the agent is inferior to

prompting the task parameters.

To better understand how generalization happens via the proposed prompt, we further

investigate the role of the learnable prompt. By comparing Task-Learned-DT and Task-DT,

we find that the learned prompt improves generalization in most tasks, yet on ML1-Pick-Place

and Cheetah-Velocity, adding a learned prompt slightly hurts the generalization (Table 2.2).

However, we observed that the learned prompt will improve the generalization when tuned to

an appropriate length. We thereby hypothesize that to benefit generalization, the length of the

learned prompt should capture the dimension of the common representation of the tasks. In other

words, one should choose a longer learned prompt if the solutions to different tasks share more
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Figure 2.2. Comparing full minimalist-prompting DT (Task-Learned-DT) with four baselines:
Task-DT, Trajectory-DT, Pure-Learned-DT and DT. The zero-shot performance of each algorithm
is evaluated through the entire training process on five benchmark problems and reported under
the mean normalized score. Shaded regions show one standard deviation of three seeds.

similarities. We will look into this later via ablating the length of the learned prompt in Table 2.3.

Next, we study the generalization ability provided by the task parameters by comparing

Task-Learned-DT with Pure-Learned-DT and DT. The results show that Pure-Learned-DT

performs similarly to DT and is significantly worse than Task-Learned-DT. In other words,

learning a prompt without task parameters is almost equivalent to having no prompt at all. This

implies that without the guidance of task parameter prompts, extracting the representation of a

shared skill alone is not sufficient to perform well in a new task. In other words, the task-specific

prompt is necessary for our method to outperform Trajectory-DT, although not always contribute

to a larger performance gain.

How does the length of the learned prompt affect minimalist-prompting DT?

We vary the token number of the learned prompt in the range of {0,3,15,30} on ML1-

Pick-Place, ML1-Push, and Ant-Direction to study its impact on generalization (Table 2.3). The
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Table 2.1. Comparison on five benchmark problems

Problem Task-Learned-DT (Ours) Task-DT (Ours) Trajectory-DT Pure-Learned-DT DT

ML1-Pick-Place 92.52 ± 3.03 92.58 ± 1.99 82.50 ± 6.73 52.39 ± 1.21 51.63 ± 0.22
ML1-Reach 98.58 ± 1.02 98.25 ± 1.04 96.24 ± 2.42 68.33 ± 4.49 63.35 ± 10.86
ML1-Push 159.88 ± 18.23 142.42 ± 4.89 132.91 ± 50.58 88.50 ± 25.90 113.39 ± 21.96
Ant-Direction 110.35 ± 9.10 89.96 ± 4.41 89.04 ± 4.43 36.00 ± 2.28 37.55 ± 1.36
Cheetah-Velocity 88.43 ± 3.15 92.29 ± 3.81 91.64 ± 1.83 53.42 ± 2.17 48.72 ± 1.02

Table 2.2. Performance improvement on five benchmark problems

Problem max(Task-DT,Task-Learned-DT) - Trajectory-DT Task-Learned-DT - Task-DT

ML1-Pick-Place 10.08 -0.06
ML1-Reach 2.34 0.33
ML1-Push 26.97 17.46
Ant-Direction 21.31 20.39
Cheetah-Velocity 0.65 -3.86

Table 2.3. Ablation on learned prompt length

Problem 0 3 15 30

ML1-Pick-Place 92.58 ± 1.99 91.31 ± 5.36 92.52 ± 3.03 82.66 ± 8.62
ML1-Push 142.42 ± 4.89 134.46 ± 14.46 140.16 ± 10.85 159.88 ± 18.23
Ant-Direction 89.96 ± 4.41 98.28 ± 8.30 110.35 ± 9.10 100.04 ± 5.26

learned prompt affects the performance to varying degrees depending on the problem domain.

We observed that having a longer learned prompt does not always lead to better performance. A

learned prompt of length 15 or 30 often achieves satisfactory performance even if not necessarily

the best.

Can minimalist-prompting DT master multiple skills as well as performing zero-shot
generalization?

To better understand the role of task parameters and the learned prompt, we consider

a more challenging setting where we train the agent to master distinct skills and evaluate its

zero-shot generalization to new tasks. Meta-world ML10 benchmark [77] provides 10 meta-task

for training. Each of them corresponds to a distinct skill such as closing a drawer and pressing a

button. Varying the object and goal positions within each meta-task yields 50 tasks. We then

randomly draw 5 held-out tasks for testing in each meta-task and train on the others. We use the
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Table 2.4. Comparison on ML10 tasks

Problem Task-Learned-DT (Ours) Task-DT (Ours) Trajectory-DT

ML10 74.56 ± 4.11 57.85 ± 0.91 63.14 ± 5.65

same task parameter as ML1.

Table 2.4 compares zero-shot generalization performance of Task-Learned-DT, Task-DT,

and Trajectory-DT in this setting. Among them, Task-Learned-DT outperforms Trajectory-DT

by a large margin. This indicates that minimalist-prompting DT can act as a generalist agent

with zero-shot generalization capability. Although the task parameters of each meta-task has

a similar form, minimalist-prompting DT is able to interpret them according to the context

environment and modulate itself to generalize to the corresponding new task. In addition, the

performance gain of Task-Learned-DT over Task-DT indicates that the learned prompt becomes

more necessary in this multi-skill generalization setting. We interpret this as mastering more

skills requires grasping their commonalities better.

2.6 Limitations

As shown in Table 2.3, the length of the learned prompt is a problem-dependent hyper-

parameter for our method to reach its best performance. Our approach also inherits limitations

from Decision Transformer: (1) Since DT is optimizing a behavior cloning (BC) objective, it

may suffer from a performance drop as the training trajectories become sub-optimal or even

random [79] (Table B.2). (2) Deploying a DT-based model to a new task requires setting up a

target returns-to-go in advance to reflect the desired highest performance, which needs some

prior knowledge about the task.

2.7 Conclusion

In this work, we study the problem of what are the essential factors in the demonstration

prompts for generalization. By identifying them, we hope to get rid of the assumption that
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demonstrations must be accessible during deployment, which is unrealistic in most real-world

robotics applications. Under the framework of contextual RL, we empirically identify the task

parameters as the necessary information for a decision transformer to generalize to unseen tasks.

Built on this observation, we additionally introduce a learnable prompt to further boost the

agent’s generalization ability by extracting the shared generalizable information from the training

supervision. We demonstrated that the proposed model performs better than its demonstration

prompting counterpart across a variety of control, manipulation, and planning benchmark tasks.

Chapter 2, in full, is a reprint of the material as it appears in “A Minimalist Prompt for

Zero-Shot Policy Learning”, Meng Song, Xuezhi Wang, Tanay Biradar, Yao Qin, Manmohan

Chandraker, Task Specification Workshop at The Robotics: Science and Systems, 2024. The

dissertation author was the primary investigator and author of this paper.
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Chapter 3

Probabilistic World Modeling with Asym-
metric Distance Measure

3.1 Introduction

Learning good representations from the data plays a crucial role in the success of modern

machine learning algorithms [80]. It requires an AI system to have the ability to extract rich

structures from the data and build a model of the world. What structures should be preserved,

summarized, and what should be abstracted out is heavily dependent on the downstream tasks

and learning objectives. For example, visual representation learning for recognition tasks

mainly aims to expose the clustering structures in the representation space. Generative models

such as VAEs [81], GANs [82], BERT [83], diffusion models [84] and autoregressive models

such as Transformers and RNNs [85, 86] capture the compressed information necessary for

reconstructing the data from its corrupted version, or for directly generating the future predictions

based on the data. Manifold learning methods such as LLE [87] and ISOMAP [88] aim to learn

a low-dimensional representation space preserving the local or global geometric structure of the

data manifold. Interchangeably using one for another would not yield the best performance. In

this paper, we consider the problem of what is a good representation for planning and reasoning

in a stochastic world. We will derive the problem formulation by delving into the definitions of

planning and reasoning, along with the stochastic nature of the world.

Planning and reasoning typically involve an optimization process finding the most proba-
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ble future outcomes, the most reasonable answers, or the most effective path to the goal. This

optimization ability sets it apart from retrieving and interpolating good solutions seen in the train-

ing data, which imitation learning algorithms are good at. Instead, it enables problem-solving

in new ways. To allow for such optimization, a fundamental requirement for the representation

space is to have a distance function that accurately measures the probability of an event occur-

ring given another, or the distance from the current state to the goal state. For example, the

optimal value function V ∗(s,g) in goal-conditioned RL, representing the optimal expected return

when an agent is starting from state s and aiming to reach a particular goal state g, can serve as a

distance measure [89]. However, a substantial body of previous work [90, 91] has focused on

learning the dynamics through a generative model that directly predicts the next state. Generating

a predicted state on a detailed level is computationally expensive, especially when dealing

with high-dimensional observations, and is more necessary for simulation than for planning.

Furthermore, it is unclear whether the representation space learned by such reconstruction-based

methods has a distance measure that adequately supports the optimization process in planning.

The world inherently operates as a stochastic dynamical system, transiting from one state

to another, often formulated as a stochastic process such as a Markov chain. A Markov chain

induces a directed transition graph whose edges represent one-step transition probabilities from

one state to another. By leveraging this transition graph, we can estimate the probability of

transitioning from state x to state y within C time steps, which we refer to as C-step reachability

from x to y. Instead of looking at the single-step transition between neighbor states, C-step

reachability considers all possible paths within C steps from x to y. A path on the transition graph

can hold various interpretations in different contexts. For example, it can represent a sequence of

events leading from event x to event y. It can represent a reasoning chain starting from evidence

or assumption x to conclusion y. It can also represent a sequence of problem-solving steps

beginning with problem x and resulting in the final solution y. Therefore, C-step reachability

allows us to do multi-way probabilistic inference and answer questions such as “Given that event

x has already occurred, how probable is it for event y to occur in the future, considering all
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possible ways the future could unfold?”, “How likely to reach y from x considering all possible

paths?”

By integrating the above principles, we formulate the representation learning problem for

planning and reasoning in a stochastic world as the task of learning an embedding space. This

space’s distance function reflects the state reachability induced by a Markov chain. To address

this challenge, we first establish a formal connection between the one-step transition matrix and

the C-step reachability, then encode C-step reachability into an asymmetric similarity function

by binary NCE [92, 93]. A significant volume of prior studies on representation learning in NLP

[94], computer vision [95, 96, 97] and RL [98, 99] have implicitly modeled the co-occurrence

statistics on an undirected graph and embed it by a single mapping function. In contrast to these

prior works, we use a pair of embedding mappings to model the dual roles of a state in a directed

graph: as an outgoing vertex and an incoming vertex. This approach assures an asymmetric

similarity function reflecting the asymmetric even irreversible transition probabilities (e.g. the

transition of food from raw to cooked), which is crucial for planning and event modeling tasks.

Furthermore, the learned representation space also provides a geometric abstraction of

the underlying directed graph in a perspective-dependent way. We find that by conditioning

on a common reference state, a symmetric distance measure can be recovered to measure the

point density in the representation space. This naturally gives rise to the notion of subgoals,

which denote the geometrically salient states that only a handful of paths can lead through. The

directional nature of the underlying transition graph reveals that the subgoal is inherently a

relative concept and subject to change, which aligns well with our everyday experience but has

not been explored by the previous works [100, 101]. For example, at a theme park entrance, a

ticket is required for entry, but not for exit. Thus, the entrance serves as a subgoal upon arrival but

not upon leaving. After formally defining the reference state conditioned distance measure, we

can identify subgoal states as low-density regions using any density-based clustering algorithms.

We demonstrate the effectiveness of our approach on solving the subgoal discovery task in a

variety of gridworld environments.
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3.2 Preliminaries

3.2.1 Markov chain and the directed transition graph

A Markov chain on state space S can be thought of as a stochastic process traversing

a directed graph where we start from vertex s0 ∼ ρ(S0) and repeatedly follow an outgoing

edge st → st+1 with some probabilities. We denote the transition probability distribution of the

Markov chain as P(St+1|St) (t = 0,1, . . .). Thus, a Markov chain induces a weighted directed

graph G = (V,E,P) which is called the transition graph. V = {s ∈S } is the vertex set, and

E = {s→ s′ | s,s′ ∈ S } is a set of directed edges where each edge s→ s′ has probability

P(St+1 = s′|St = s) as its weight. In this work, we consider the induced transition graph in the

most general setting where loops are allowed, and a directed edge does not have to be paired

with an inverse edge.

3.2.2 MDP and the environment graph

A Markov decision process (MDP) M = (S ,A ,P,r,γ,ρ) is an extension of a Markov

chain with the addition of actions and rewards. The induced transition graph G still has the

states s ∈S as its vertex set, but the transition probability P(St+1 = s′|St = s) from vertex s

to its neighbor s′ now involves a two-stage transition process: we move from s to s′ through

some actions a according to both the environment dynamics P(St+1|St ,At) and the agent’s policy

π(At |St):

Pπ(St+1 = s′|St = s) =
∫

P(St+1 = s′|St = s,At = a)π(At = a|St = s)da (3.1)

where the policy probability π(At = a|St = s) acts as a weight of the environment transition

probability P(St+1 = s′|St = s,At = a).

In particular, when the policy is a uniform distribution for any state s, (3.1) is irrelevant
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to the policy π , i.e.

P(St+1 = s′|St = s) =
1
|A |

∫
P(St+1 = s′|St = s,At = a)da (3.2)

We term this policy-agnostic transition graph as the environment graph since its edge

weights encode the environment dynamics unbiasedly and the graph can be fully induced from

an MDP. In addition, we ignore the rewards as they are task-specific and do not necessarily

reflect the structure of the environment.

3.3 Problem formulation

Suppose that a Markov chain M on state space S has an initial distribution ρ(S0) and

an unknown transition probability distribution P(St+1|St). G is the transition graph induced

from M . Given a set of T -step sequences drawn from M, i.e. T = {(si
0,s

i
1, . . . ,s

i
T )}N

i=1 ∼M ,

our goal is to learn state representations whose distance function reflect the asymmetric vertex

reachability on the underlying G.

In many cases, the state space S is either unknown or uncountable. As a result, enu-

merating the states at the very beginning of a Markov chain is infeasible. Therefore, we do not

require a uniform initial distribution like the previous works [102, 98, 99]. On the contrary, we

study the typical cases where the initial distribution ρ(S0) is highly concentrated, either a narrow

Gaussian or a δ distribution centered at a specific state s0.

3.3.1 Vertex reachability

Let random variables U and W represent any vertex on a directed graph G = (V,E,P).

The reachability from vertex u to vertex w can be defined as

P(W = w|U = u) = lim
T→∞

1
T

T

∑
t=1

Pt(St = w|S0 = u) (3.3)
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Pt(St = w|S0 = u) = ∑
S1,...,St−1

P(S1, . . . ,St−1,St = w|S0 = u)

= ∑
S1,...,St−1

t−1

∏
i=0

P(Si+1|Si)

(3.4)

where the edge Si → Si+1 is in E for all 0 ≤ i ≤ t − 1. P(Si+1|Si) is the one-step transition

probability distribution of G. In other words, the sequence of vertices S0→ S1→ ··· → St is a

t-step walk on G starting from u to w. Pt(St = w|S0 = u) is the probability of traveling from u to

w in exactly t steps. The reachability from u to w can be understood as the likelihood of reaching

w from u within any number of steps. The derivation is done by thinking of G as a Bayesian

network. By definition, the reachability from vertex u to w may differ from the reachability from

vertex w to u, i.e. P(W = w|U = u) ̸= P(W = u|U = w).

3.3.2 C-step approximation

Computing the vertex reachability is often intractable since it requires enumerating

all possible paths over a near-infinite horizon. In practice, we approximate (3.3) by looking

ahead C steps in a Markov chain. Formally, suppose that we have a T -step Markov chain

M = {S0,S1, . . . ,ST} with transition probability distribution P(St+1|St)≜ P, t = 0,1, . . . ,T −1.

We denote any preceding random variables in the chain as the random variable Y = {Si |

0 ≤ i ≤ T − 1}, and any subsequent random variables within C steps from Y as the random

variable X = {S j | i < j ≤min(i+C,T )}. The joint distribution P(X = w,Y = u) represents the

occurrence frequency of the ordered pair (u,w) on all the possible paths within C steps. The

reachability from u to w can be approximated as

P(W = w|U = u)≈ P(X = w|Y = u)

≈ 1
C

C

∑
t=1

(Pt)uw

(3.5)
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where Pt denotes the t-step transition probability distribution which is the product of t one-step

transition matrices P, i.e. Pt = PP · · ·P︸ ︷︷ ︸
t

. (Pt)uw = P(St = w | S0 = u). P(X |Y ) is also a stochastic

matrix where each row sums to one and represents the reachability distribution starting from a

specific state.

The first approximation results from the fact that we reduce the near-infinite look-ahead

steps to C steps. The second line holds when 0 <C≪ T (See Appendix C.1 for the proof). In

this case, P(X |Y ) represents the accumulated transition probabilities up to C steps, which align

with the definition of reachability in (3.3). This suggests that when 1≤C≪ T is satisfied, one

should use a larger C to achieve better approximation precision.

3.4 Asymmetric contrastive representation learning

We now aim to learn representations whose distance function encodes the asymmetric

state reachability distribution P(X |Y ). In this section, we show how this problem can be

formulated and addressed within the framework of noise contrastive estimation (NCE) [103].

NCE is a family of powerful methods for solving the density estimation problem while

avoiding computing the partition function. The core idea of NCE is to transform the density

estimation problem into a contrastive learning problem between the target distribution and

a negative distribution. Based on different objective functions, NCE methods fall into two

categories: binary NCE which discriminates between two classes and ranking NCE which ranks

the true labels above the negative ones for the positive inputs [93]. Although the ranking NCE is

broadly used in the recent resurgence of contrastive representation learning [104, 95, 105, 96],

we adopt binary NCE in this paper since it establishes a direct relationship between the scoring

function and probability ratio.

3.4.1 Conditional binary NCE

Suppose that there is a data set of N trajectories drawn from a T -step Markov chain

M , i.e. T = {(si
0,s

i
1, . . . ,s

i
T )}N

i=1 ∼M . We construct the positive data set for binary NCE
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as D+ = {(x+i ,yi) ∼ P(X ,Y )}N+

i=1, and negative data set as D− = {x−i ∼ Pn(X)}N−
i=1. P(X ,Y )

denotes the aforementioned joint distribution of preceding random variable Y and subsequent

random variable X . Pn(X) denotes a specified negative distribution on state space S . We use K

to denote the ratio of negative and positive samples, i.e. N− = KN+.

This yields a binary classification setting where a classifier P(C|X ,Y = y;θ) is trained

to discriminate between positive samples from the conditional distribution P(X |Y = y) and the

negative samples from Pn(X), ∀y. We use the label C = {1,0} to denote the positive and negative

classes, respectively. The training objective of binary NCE is to correctly classify both positive

samples D+ and negative samples D− using logistic regression:

max
θ

JBI NCE(θ)

=max
θ

Ex+,y∼P(X ,Y ) logP(C = 1|x+,y;θ)+KEy∼PY (Y )Ex−∼Pn(X) logP(C = 0|x−,y;θ)

=max
θ

Ex+,y∼P(X ,Y ) logσ( fθ (x+,y))+KEy∼PY (Y )Ex−∼Pn(X) log(1−σ( fθ (x−,y)))

(3.6)

where PY (Y ) denotes the marginal distribution of Y . σ(·) denotes the logistic function.

When the classifier is Bayes-optimal, we have

exp( f (X ,Y = y)) =
P(X |Y = y)

KPn(X)
, ∀y (3.7)

where f (X ,Y = y) is the scoring function. (Proof in Appendix C.2)

3.4.2 Asymmetric encoders

One of our key observations is that the scoring function f (X = x,Y = y) in the conditional

case of binary NCE can be treated as a similarity function between the embeddings of x and y.

Given that the underlying graph of a Markov chain is directed, the reachability from vertex x to
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vertex y often differs from the reachability from vertex y to vertex x. That is,

P(X = x|Y = y) ̸= P(X = y|Y = x) (3.8)

Therefore, having an asymmetric similarity function becomes essential to mirror the

inherent asymmetry in the reachability probabilities. In other words, the function form of f

should allow

f (X = x,Y = y) ̸= f (X = y,Y = x) (3.9)

One effective approach to accomplish this is by utilizing two separate encoders. Con-

cretely, we use an encoding function φ : S →Z to map the preceding random variable Y to

the embedding space Z and use another encoding function ψ : S →Z to map the subsequent

random variable X to the same embedding space.

f (X = x,Y = y) = s(ψ(x),φ(y)) (3.10)

s(·, ·) could be an arbitrary similarity measure in space Z, e.g. cosine similarity or negative l2

distance.

In this paper, we opt for cosine similarity as measure s(·, ·) in space Z because it is

well-bounded and facilitates stable convergence.

s(ψ(x),φ(y)) =
ψ(x)
∥ψ(x)∥2

· φ(y)
∥φ(y)∥2

(3.11)

In this setup, (3.7) becomes

exp(
ψ(x)
∥ψ(x)∥2

· φ(y)
∥φ(y)∥2

) =
P(X = x|Y = y)

KPn(X = x)
(3.12)

Employing two separate encoders offers two advantages over a single encoder. Firstly,
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it guarantees the asymmetry of f (·, ·) irrespective of the choice of similarity measure s(·, ·) in

the embedding space. Secondly, it ensures the asymmetry in a general sense without imposing

constraints on the relationship between φ(·) and ψ(·). On the contrary, prior works [104, 105,

106] employ a single encoder ψ(·) alongside a linear transformation A to model time-series data,

which can be viewed as a specific case of our approach where φ(·) = Aψ(·).

With slight adjustments, our method can also treat the directed graph as an undirected

graph. In such cases, we modify the range of random variable Y and X to Y = {Si | 0≤ i≤ T}

and X = {S j |max(i−C,0)≤ j ≤min(i+C,T ), j ̸= i}. Additionally, we use a single encoder

φ(·) to encode both X and Y . s(·, ·) could be any symmetric similarity measure, e.g. cosine

similarity. As a result, we have

f (X = x,Y = y) = f (X = y,Y = x)

= s(φ(x),φ(y))

= log
P(X = x|Y = y)+P(X = y|Y = x)

2KPn(X = x)

(3.13)

We transform the directed graph into an undirected one by enforcing the similarity function

f (·, ·) to encode the average of P(X = x|Y = y) and P(X = y|Y = x). Note that the reachability

from x to y and the reachability from y to x may not be identical, meaning P(X = x|Y = y) may

not be equal to P(X = y|Y = x).

In fact, word embedding methods such as word2vec [94] and graph embedding methods

such as node2vec [102] have implicitly performed the operations in (3.13) through the Skip-

gram model. Learning undirected representations is sufficient when the downstream tasks are

clustering, classification, etc. These applications rely on mutual similarity or compatibility

measures insensible to the directionality. However, incorporating transition direction into

representation learning is crucial for planning, reasoning, and event modeling. This becomes

especially important when the transition is irreversible due to temporal order or causalities. For

example, consider two states: y=young and x=old, transiting from young to old is certain while
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the reverse is impossible. In probabilistic language, we can express it as P(X = x|Y = y) = 1

and P(X = y|Y = x) = 0. The expected embeddings of these two states should correctly reflect

this difference in reachability. Ideally, the state ‘young’ should be very close to the state ‘old’ in

one scenario and be infinitely far away in the other. Averaging these two probabilities into 0.5

would erroneously pull them together to the same distance in both cases.

3.4.3 The choice of the negative distribution

Although the NCE framework holds for an arbitrary negative distribution Pn(X), different

choices of Pn(X) affect the similarity function f (X ,Y ) in a meaningful way. We experimented

with several choices of the negative distribution Pn(X): PX(·) - the marginal distribution of X ,

PY (·) the marginal distribution of Y , and U(X) - the uniform distribution of X . Among these

options, PX(·) is the only choice that consistently performs well across various values of chain

length T and step size C. In contrast, U(X) performs the worst in most cases.

It is worth noting that when Pn(X) = PX(X), the similarity function f (X ,Y ) encodes the

pointwise mutual information (PMI) of an ordered pair (y,x) up to a constant offset.

f (X = x,Y = y) = log
P(X = x|Y = y)

KPX(X = x)

= log
P(X = x|Y = y)

PX(X = x)
+ log

1
K

(3.14)

where 1
PX (X=x) can be viewed as a weight of the reachability P(X = x|Y = y), representing the

inverse of the overall frequency of visits to the state x. In other words, distribution P(X = x|Y = y)

is adjusted according to the rarity of the arrival state x.

3.5 Inference and planning using the learned asymmetric
similarity function

Unlike standard representation learning methods which map each input into a single

embedding vector, our approach maps each state s into two embedding vectors φ(s) and ψ(s)
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in space Z. These two representations of s correspond to the two roles of a vertex in a directed

graph respectively: φ(s) corresponds to the role of s being an outgoing vertex and ψ(s) cor-

responds to the role of s being an incoming vertex. From the perspective of edges, each pair

of vertices u and v can have two directed paths between them, u→ v and v→ u, which have

similarities s(φ(u),ψ(v)) and s(φ(v),ψ(u)) in the embedding space respectively. Therefore,

the trained encoder φ(·) and ψ(·) alongside the function s(·, ·) can fully capture the structure of

the underlying directed graph G in C-step approximation.

After training φ(·), ψ(·), we can use them to perform inference tasks on a given set of

states χ . For instance, suppose that we are currently at state s and want to know which state is

most likely to occur in the future. We can then identify it by finding the state closest to s in the

latent space, i.e. solving argmaxx∈χ s(φ(s),ψ(x)). Furthermore, with a defined action space,

we can construct a directed graph on χ by evaluating s(φ(·),ψ(·)). Feeding G to any search

algorithm, such as Dijkstra’s algorithm, enables us to plan a shortest path from an initial state s0

to a goal state sg in the latent space.

3.6 Reference state conditioned distance measure

Building upon the learned asymmetric similarity function s(·, ·), we can still recover

symmetric distance measures by conditioning on a reference state. This allows us to perform

clustering in the latent space without worrying about the metric disagreement. The ambiguity in

metrics arises because each pair of vertices in a directed graph has two directional distances. To

resolve this ambiguity, there must be a criterion to select one of them instead of simply averaging.

Based on this principle, we demonstrate that a metric consensus in a directed graph can be

achieved by comparing each pair of states to a common reference state r. Therefore, we term it

as a reference state conditioned distance measure. Formally, given a reference state r, we define

the pairwise latent distance between u and v with respect to r as dr(u,v):
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• If s(φ(r),ψ(u))≥ s(φ(r),ψ(v)),

dr(u,v) = 1− s(φ(u),ψ(v)) (3.15)

• Otherwise,

dr(u,v) = 1− s(φ(v),ψ(u)) (3.16)

In other words, for a pair of states u and v, we always choose the one closer to r as the starting

state and choose the other one as the ending state to evaluate their distance. The symmetry of

dr(·, ·) follows by the definition, i.e. dr(u,v) = dr(v,u), ∀v,u. The reference state r could be

any state in the state space S , resulting in |S | symmetric distance measures dr(·, ·) extracted

from s(·, ·). Unlike its undirected graph counterpart, there is no single and universal distance

measure in a directed graph; instead, the measure varies depending on the observer’s perspective.

This definition of a reference-dependent measure dr(·, ·) allows us to find the salient geometric

structure of the representation space from changing perspectives, which is meaningful in many

real-world applications. We will demonstrate its usefulness in decision-making scenarios in the

next section.

3.7 Subgoal discovery

Subgoal is a fundamental concept introduced to tackle planning or decision-making

problems using the divide-and-conquer strategy. It refers to the intermediate objectives or states

that an agent aims to achieve on the way to reaching the ultimate goal, and are often used to

break down complex or long-horizon tasks into shorter, simpler, more manageable parts.

While lacking a unified mathematical formulation, previous works have proposed various

definitions of subgoals, each emphasizing its different roles in dividing the overall task, which

include: midway states between the starting and goal state that are reachable by the current

policy [107, 89]; common states shared by successful trajectories [108, 109]; functionally salient

53



states where policy distributions significantly change [98]; and decision states where the goal

state is informative to the decisions [100].

In this work, we propose to use the concept of subgoals to denote the key states that

only a handful of actions can lead through. Intuitively, the number of paths passing through a

subgoal would decrease significantly. Following the definition, these states should be intrinsic

to the geometric characteristics of the transition graph, independent of specific tasks and goals.

More importantly, since the transition graph is inherently directed, subgoals may change as the

observer’s perspective varies. Therefore, unlike the previous works, we consider the subgoals

as relative and subject to change, rather than as fixed and absolute entities. More precisely, we

identify subgoals as the states that cause a sharp decrease in pairwise reachability, as perceived

from the perspective of the agent’s current state.

By the proposed representation learning method, we can convert the reachability defined

on the original state space into the point density in the embedding space. The reduction in

reachability can subsequently be translated into the identification of low-density regions, which

density-based clustering algorithms can readily solve. In practice, we perform DBSCAN [110]

on the representations to group the closely packed points while identifying the outliers that lie

alone in the low-density regions as subgoals.

3.8 Experiments

We evaluate our representation learning method in five gridworld environments with

various layouts: Four rooms, Dumbbell, Wide door, Flask, and Nail as shown in Figure 3.1.

These environments are designed to encompass basic geometric configurations, serving as

building blocks for constructing larger environmental graphs. The states are 2D locations of

the agent, s ∈ R2. The action space includes five actions: left, right, up, down, and stop. In

each environment, a data set of N trajectories T = {(si
0,s

i
1, . . . ,s

i
T )}N

i=1 is collected by a uniform

policy starting from a fixed initial state s0.
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(a) Four rooms (b) Dumbbell (c) Wide door (d) Flask (e) Nail

Figure 3.1. Gridworld environments: The grey areas indicate the walls. The yellow star indicates
the initial state s0.

We train two encoders φ and ψ on T according to the learning objective (3.6). Both φ

and ψ are parameterized as a 2-layer MLP with latent space z ∈R64. We set the ratio of negative

and positive samples K = 1 throughout all the experiments. We found that K > 1 performs

worse because the classification becomes imbalanced. Moreover, K = 1 also yields a precise

correspondence between the learned asymmetric similarity function and PMI by removing the

offset in (3.14). We use the marginal distribution of X as the negative distribution for training,

i.e. Pn(X) = PX(X), which we found performs the best.

3.8.1 t-SNE visualization of the learned representations

To examine the learned representations, we show the visualization of the learned represen-

tations and the original states in Figure 3.2. We use t-SNE to project the 64-dimensional learned

representations onto 2D plots based on the reference state conditioned distance measure dr(·, ·)

defined in (3.15) and (3.16). Across all the environments, the state space can be categorized into

high-reachability regions such as rooms, and low-reachability regions such as long passages and

various doorways (bottlenecks). Our learned representations can distinctly separate these regions

according to their reachability with respect to the given reference state.

3.8.2 Subgoal discovery results

We now demonstrate that our learned distance measure dr(·, ·) enables easy identification

of the subgoal states. We perform the DBSCAN clustering in the representation space according

to dr(·, ·). The DBSCAN algorithm works by considering each point and expanding clusters
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(a) Four rooms

(b) Dumbbell

(c) Wide door

(d) Flask

(e) Nail

Figure 3.2. Visualization of the original states and the learned representations. The states are
colored to visualize their position correspondences between two spaces. In each environment,
the representation space is visualized from two different perspectives. The reference states r
are indicated by the red stars. In each group, the left subplot shows the original states in 2D
Euclidean space and the right subplot shows the t-SNE projection of the learned representations.
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from densely populated areas. During this procedure, the distance measure dr(·, ·) is evaluated

to compute a point’s local density and connectedness. Once cluster expansion is completed, the

remaining points are labeled as noise which are just the subgoals we aim to identify. Figure

3.3 shows the subgoals and clusters found by our algorithm in each environment. The low-

reachability regions such as doorways and passages have been successfully identified as subgoals

and the rooms are decomposed into clusters.

3.8.3 Ablation studies

The effect of approximation step size C

To better understand the effect of step size C in approximating the true reachability

defined in (3.3), we compare the representations learned with C = 1,16,64 in the four rooms

environment. When C = 1, the reachability is equivalent to the one-step transition probabilities.

As the value of C increases, the C-step reachability considers more and more possible paths

between two states and thus progressively approaches the true reachability. As a result, the

abstraction level of the representations becomes higher. This trend has been successfully captured

in the learned distance measure dr(·, ·). As shown in Figure 3.4, the rooms and doorways become

further apart in the representation space as C goes up. This is because the reachability contrast

becomes sharper as longer paths are considered. These empirical observations align well with

our theoretical derivations on the influence of step size C in Section 3.3.2.

The choice of negative distribution

We evaluate the representations learned with negative distributions PX(X), PY (X) and

U(X) in the Four Rooms environment in Figure 3.5 and 3.6. We observe that PX(X) consistently

performs well across different values of episode length T and step size C while U(X) performs

the worst. We provide two hypotheses of why this phenomenon arises: (1) Using a negative

distribution resembling the positive distribution helps train the classifier to reach Bayes optimum.

PX(X) is more similar to P(X |Y = y) than U(X). (2) The neural networks are secretly weighting
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(a) Four rooms

(b) Dumbbell

(c) Wide door

(d) Flask

(e) Nail

Figure 3.3. Subgoal discovery results. The states are colored according to the cluster labels
in both the original space and the learned representation space. The gray states are subgoals.
In each environment, we visualize the clustering results from two different perspectives. The
reference states r are indicated by the red stars. In each group, the left plot shows the original
states in the 2D Euclidean space and the right plot shows the t-SNE projection of the learned
representations.
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(a) The original
states (b) C = 1 (c) C = 16 (d) C = 64

Figure 3.4. Visualization of the original states and the learned representations with different
approximation step sizes C in Four Rooms environment. The embeddings are projected to 2D
plots by t-SNE. In all the experiments, we train the encoders on a single episode of length
T = 153600.

the probability of x by its overall visitation frequencies when counting the occurrences of x given

y. The weight acts as an “impression” of a state. Therefore, choosing PX(X) as the denominator

rather than U(X) can counteract this weighting effect and recover the true P(X |Y = y).

3.9 Conclusion and future work

In this work, we study the problem of what is a good representation for planning and

reasoning in a stochastic world and how to learn it. We discussed the importance of learning a

distance measure in allowing planning and reasoning in the representation space. We modeled the

world as a Markov chain and introduced the notion of C-step reachability on top of it to capture

the geometric abstraction of the transition graph and allow multi-way probabilistic inference. We

then showed how to embed the C-step abstraction of a Markov transition graph and encode the

reachability into an asymmetric similarity function through conditional binary NCE. Based on

this asymmetric similarity function, we developed a reference state conditioned distance measure,

which enables the identification of geometrically salient states as subgoals. We demonstrated the

quality of the learned representations and their effectiveness in subgoal discovery in the domain

of gridworld.

We leave the following topics for future work: (1) Extend the proposed method to

learn the representations in continuous and high-dimensional state space. (2) Use the learned
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(a) T = 153600

(b) T = 1024

(c) T = 300

(d) T = 150

Figure 3.5. Learned representations with different negative distributions in Four Rooms envi-
ronment when C = 16. Left column: Pn(X) = PX(X), Middle column: Pn(X) = PY (X), Right
column: Pn(X) =U(X). Each row corresponds to the results with a different episode length T .
All experiments have the same number of training environment steps 153600.
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(a) T = 153600

(b) T = 1024

(c) T = 300

(d) T = 150

Figure 3.6. Learned representations with different negative distributions in Four Rooms envi-
ronment when C = 1. Left column: Pn(X) = PX(X), Middle column: Pn(X) = PY (X), Right
column: Pn(X) =U(X). Each row corresponds to the results with a different episode length T .
All experiments have the same number of training environment steps 153600.
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subgoals in hierarchical planning, reasoning, and HRL settings to solve long-horizon tasks.

Unlike the model-free RL algorithms, our method effectively utilizes the data collected by

random exploration to identify subgoals and build the environment model. Therefore, the sample

efficiency is expected to be largely improved. (3) Use the learned similarity function as an

intrinsic reward function to improve the performance of an RL agent. (4) Combine the proposed

method of probabilistic directed graph embedding with the generative models to regularize the

generated content and make them align well with how the world works.

Chapter 3, in part, is a reprint of the material as it appears in “Probabilistic World

Modeling with Asymmetric Distance Measure”, Meng Song, Geometry-grounded Representation

Learning and Generative Modeling Workshop at International Conference on Machine Learning,

2024. The dissertation author was the primary investigator and author of this paper.
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Appendix A

Learning Physics-Aware Rearrangement
in Indoor Scenes

A.1 Simulated Environments and Robot

We provide the basic setup of our simulated environment and robot in Table A.1 and the

task specifications in Table A.2,A.3,A.4.

A.2 Training Details

We use the PPO implementation of RLlib [111] without any modifications. All of our

agents are trained using one GeForce RTX 2080 Ti GPU and 10 Intel(R) Core(TM) i9-10900K

CPUs. To train a PPO agent, we distribute 10 rollout workers on CPUs to collect data in parallel.

Training one agent for one million environment time steps takes approximately one hour.

A.2.1 Neural Network Architectures

The policy network and value network each consists of two fully-connected layers with

512 hidden units per layer and tanh activation, followed by a 512-unit linear output layer. The

policy network and value network have no shared layers.
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Table A.1. Basic parameters for the environments and robot.

Parameter Value
Gravity (m/s2) (0, 0, -9.8)
Room dimension (m) (6.95, 5.53, 3)
Layout range (m) x=[-3.42, 3.53], y=[-2.80, 2.72], z=[0,3]
Robot platform Fetch
Robot mass (kg) 50
Robot maximum wheel angular velocity (rad/s) 8.7
Robot dimension (m) (0.51, 0.56, 1.1)
Physics simulation time step (s) 1/240
Rendering and action time step (s) 0.1
Maximum (action) time steps per episode 400

Table A.2. Experimental setup for variable mass pushing task.

Parameter Value
Box dimension (m) (0.45, 0.97, 0.72)
Box1 mass (kg) 50
Box2 mass (kg) 10
Box1 material Steel oxydized bright
Box2 material Wood hemlock
Box1 lateral friction coefficient 0.5
Box2 lateral friction coefficient 0.5
Floor lateral friction coefficient 0.5
Robot initial x-y position (m) (0, 0)
Circular goal region center (m) (0, 0)
Circular goal region radius (m) 1.5

Table A.3. Configuration setup for variable mass pushing task.

Four facing directions
Robot initial orientation around z axis (rad) 0 −π/2 −π −3π/2
Left box initial x-y position (m) (0.7, -0.7) (0.7, 0.7) (-0.7, 0.7) (-0.7, -0.7)
Right box initial x-y position (m) (0.7, 0.7) (-0.7, 0.7) (-0.7, -0.7) (0.7, -0.7)

A.2.2 Hyperparameters

Table A.5 lists the common PPO hyperparameters used in the experiments of two tasks.

Table A.6 lists the hyperparameters tuned for each task. In the experiments of the variable

friction pushing task, we found that the KL coefficient and clip parameter are sensitive to the

choice of random seeds and different reward settings. We list the tuned values in Table A.7.
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Table A.4. Experimental setup for variable friction pushing task.

Parameter Value
Box mass (kg) 10
Box dimension (m) (0.45, 0.45, 0.72)
Low-friction floor material Sls alumide polished rosy red
High-friction floor material Carpet loop
Low-friction floor lateral friction coefficient 0.2
High-friction floor lateral friction coefficient 0.8
Box lateral friction coefficient 0.5
Band boundary (m) y=0
Robot initial x-y position (m) (-1.8, -0.4)
Box initial x-y position (m) (-1.2, -0.4)
Robot initial orientation around z axis (rad) 0
Box initial orientation around z axis (rad) 0
Rectangular goal region range (m) x=[1.2, 3.53], y=[0.4, 2.72]

Table A.5. PPO common hyperparameters.

Parameter Value
optimizer Adam
learning rate 10−4

discount factor (γ) 0.99
GAE (λ ) 0.98
KL target 0.01
entropy coefficient 0
value function clip parameter 10.0
steps per epoch (train batch size) 4000
SGD mini-batch size 512

Table A.6. PPO task specific hyperparameters.

Task KL coefficient Clip parameter
Variable Friction Pushing Task 0.3, 0.2 0.34, 0.35
Variable Mass Pushing Task 0.3 0.3

A.3 More Detailed Results

A.3.1 Variable Friction Pushing Task

Figure 3 in the main paper compares the training curves of two agents averaged over

three random seeds. Here we further provide the training curve evaluated on the successful
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Table A.7. PPO hyperparameters for variable friction pushing task.

Seed Energy KL coefficient Clip parameter
1 w 0.3 0.34
1 w/o 0.3 0.34
4 w 0.3 0.35
4 w/o 0.3 0.35
8 w 0.2 0.35
8 w/o 0.3 0.35

(a) Seed 1 (b) Seed 4 (c) Seed 8

Figure A.1. Training curves of PPO under each of three random seeds for variable friction
pushing tasks. Red: baseline policy trained without energy rewards. Blue: energy-aware policy
trained with energy rewards.

episode energy cost under each of these three random seeds in Figure A.1.

A.3.2 Variable Mass Pushing Task

The training curves evaluated on the successful episode energy cost for each of the 10

configurations are provided in Figure A.2.
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Figure A.2. Training curves of PPO for each of 10 configurations in variable mass pushing task.
Red: baseline policy trained without energy rewards. Blue: energy-aware policy trained with
energy rewards.
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Appendix B

A Minimalist Prompt for Zero Shot Policy
Learning

B.1 Additional Experiments and Ablations

B.1.1 Additional experiments on D4RL Maze2D

In addition to control and manipulation tasks, we investigate whether minimalist prompt-

ing DT can also perform well in navigation tasks. We experiment with Maze2D environment

from the offline RL benchmark D4RL [75]. The Maze2D domain is a continuous 2D navigation

task that requires a point mass to navigate to a goal location. We use the medium maze layout

and create 21 training tasks and 5 test tasks. The tasks differ in the goal locations while the initial

locations in each task are selected randomly for both training and evaluation episodes. The goal

locations of the test tasks are unseen during the training. The agent has a 4-dimensional state

space which includes its current 2D position and 2D velocity. The reward function rg(s,a) of

each task is parameterized by the corresponding goal location g. Note that the goal location is

not observable to the agent.

We only use the goal location as the task parameter but not the initial location which

is akin to common real-world scenarios where a human is asking a robot to navigate to a goal

location and the robot is expected to know its starting location without explicit instructions. This

setup poses more challenging generalization requirements during evaluation where the agent
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Table B.1. Comparison on Maze2D

Problem Task-Learned-DT (Ours) Task-DT (Ours) Trajectory-DT Pure-Learned-DT DT

Maze2D 23.00 ± 2.56 17.58 ± 2.49 18.34 ± 2.89 2.04 ± 0.37 2.21 ± 1.30

should not only generalize to unseen goal locations but also unseen initial locations.

We compare Task-Learned-DT with four baselines in terms of zero-shot generalization

in Table B.1. It is observed that Task-Learned-DT still outperforms Trajectory-DT by a large

margin. All methods are trained on the expert demonstration trajectories generated by running

the provided expert controller [75].

B.1.2 Comparison on medium and random data

To study the zero-shot generalization performance of Task-Learned-DT when expert

demonstrations are not available, we train Task-Learned-DT, Task-DT, and Trajectory-DT on the

medium and random trajectories on Cheetah-Velocity (Table B.2). Trajectory-DT is conditioned

on the trajectory segments of the same quality in both training and test tasks. Although all of

these methods experience a significant performance drop, our methods still perform better than

Trajectory-DT. In particular, Task-Learned-DT outperforms Task-DT on medium and random

data. This suggests that the learned prompt provides some robustness against the noises in the

data. Based on the theoretical analysis of prior work [79], the performance drop of DT-based

methods on sub-optimal data is possibly attributed to the limitations of behavior cloning.

B.1.3 Does minimalist-prompting DT perform well in sparse reward
settings?

To investigate whether minimalist-prompting DT relies on the densely populated rewards,

we create a delayed return version of ML1-Pick-Place, Ant-Direction, and Cheetah-Velocity

following the original DT paper [60]. The zero-shot generalization performance is evaluated in

Table B.3. We observed that both Task-Learned-DT and Task-DT are minimally affected by the

sparsity of the rewards in most cases.
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Table B.2. Ablating different data qualities on Cheetah-Velocity

Quality Task-Learned-DT (Ours) Task-DT (Ours) Trajectory-DT

Expert 88.43 ± 3.15 92.29 ± 3.81 91.64 ± 1.83
Medium 20.04 ± 0.16 19.30 ± 1.74 16.58 ± 3.72
Random 21.95 ± 4.22 17.41 ± 8.46 19.86 ± 3.47

Table B.3. Ablation on sparse rewards

Problem Task-Learned-DT (Ours) Task-DT (Ours)
Original (Dense) Delayed (Sparse) Original (Dense) Delayed (Sparse)

ML1-Pick-Place 92.52 ± 3.03 93.58 ± 3.24 92.58 ± 1.99 92.20 ± 3.44
Ant-Direction 110.35 ± 9.10 102.15 ± 1.92 89.96 ± 4.41 88.92 ± 2.09
Cheetah-Velocity 88.43 ± 3.15 89.63 ± 1.28 92.29 ± 3.81 91.41 ± 3.70

Table B.4. Seen task performance on five benchmark problems

Problem Task-Learned-DT (Ours) Task-DT (Ours) Trajectory-DT Pure-Learned-DT DT

ML1-Pick-Place 98.41 ± 2.36 99.63 ± 0.32 100.28 ± 0.08 71.27 ± 1.09 76.94 ± 1.02
ML1-Reach 99.76 ± 0.23 99.81 ± 0.06 98.24 ± 2.68 72.13 ± 5.87 62.69 ± 3.92
ML1-Push 142.97 ± 6.77 133.30 ± 7.41 136.65 ± 3.06 99.57 ± 6.35 101.94 ± 3.48
Ant-Direction 89.57 ± 2.48 84.96 ± 2.05 92.76 ± 0.10 26.36 ± 1.48 29.53 ± 1.21
Cheetah-Velocity 96.88 ± 0.60 97.53 ± 0.53 96.41 ± 1.21 48.70 ± 1.10 47.19 ± 3.68

B.1.4 How does minimalist-prompting DT perform on the seen tasks?

We evaluate Task-Learned-DT and four baselines on the training tasks of five benchmark

problems and report the performance in terms of mean normalized score in Table B.4 and Figure

B.1. In ML1-Reach, ML1-Push, and Cheetah-Velocity, Task-Learned-DT (Task-DT) outperforms

Trajectory-DT and maintains high performance in the rest two tasks. This observation shows

that Task-Learned-DT (Task-DT) is able to improve zero-shot generalization without harming

performance much on the seen tasks.

B.2 Task and Dataset Details

B.2.1 Task parameters

To help understand our approach, we provide concrete examples of the task parameters

we adopted in each problem in Table B.5. The task parameters we experiment with capture the
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Figure B.1. Comparing full minimalist-prompting DT (Task-Learned-DT) with four baselines
Task-DT, Trajectory-DT, Pure-Learned-DT and DT on training tasks. The seen task performance
of each algorithm is evaluated through the entire training process on five benchmark problems
and reported under the mean normalized score. Each training task is evaluated for 20 episodes.
Shaded regions show one standard deviation of three seeds.

Table B.5. Examples of task parameters

Problem Task Parameter
Problem-specific Meaning Example

Cheetah-Velocity goal velocity [0.08]
Ant-Direction goal direction [1.20]
ML1-Pick-Place target position [0.01, 0.84, 0.22]
ML1-Reach target position [-0.07, 0.81, 0.08]
ML1-Push target position [0.02, 0.84, 0.02]
ML10 target position [-0.30, 0.53, 0.13]
Maze2D goal location [1,1]

minimally sufficient task variations.

B.2.2 Task splits

We summarize the splits of training and test tasks for each problem in Table B.6. For

Cheetah-Velocity and Ant-Direction, we follow the splits provided by [43]. For the rest problems,
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Table B.6. Task splits

Problem Number of training tasks Number of test tasks

Cheetah-Velocity 35 5
Ant-Direction 45 5
ML1-Pick-Place 45 5
ML1-Reach 45 5
ML1-Push 45 5
ML10 450 (45 for each meta-task) 50 (5 for each meta-task)
Maze2D 21 5

we randomly sample a subset of tasks for evaluation.

In particular, we list the goal locations for training and test tasks in Maze2D. Maze2D

with the medium layout is a 6×6 maze. We choose goal locations as the integer coordinates of

all 26 empty cells in the maze and split them into training and test sets as follows:

The list of 21 training tasks:

• Task indices: 0, 2, 3, 4, 5, 7, 8, 9, 11, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24

• Goal locations: [1,1], [1,5], [1,6], [2,1], [2,2], [2,5], [2,6], [3,2], [3,4], [4,2], [4,4], [4,5],

[4,6], [5,1], [5,3], [5,4], [5,6], [6,1], [6,2], [6,3], [6,5]

The list of 5 test tasks:

• Task indices: 1, 6, 10, 12, 25

• Goal locations: [1,2], [2,4], [3,3], [4,1], [6,6]

B.2.3 Data generation

For Cheetah-Velocity and Ant-Direction, we use the expert data released by [43] for

training and evaluation. The medium and random data are generated from the replay buffer

transitions provided by [48] and follow the same instructions. For ML1 and ML10, the expert

trajectories for each task are generated by running the expert policy provided by Meta-World
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Table B.7. Number of trajectories per task

Problem Number of trajectories per task Number of prompt trajectories per task

Cheetah-Velocity 999 5
Ant-Direction 1000 5
ML1-Pick-Place 100 5
ML1-Reach 100 5
ML1-Push 100 5
ML10 100 5
Maze2D 100 5

Table B.8. ML10 Meta-tasks

Meta-task Description

reach-v2 Reach a goal position. Randomize the goal positions.
push-v2 Push the puck to a goal. Randomize puck and goal positions.
pick-place-v2 Pick and place a puck to a goal. Randomize puck and goal positions.
door-open-v2 Open a door with a revolving joint. Randomize door positions.
drawer-close-v2 Push and close a drawer. Randomize the drawer positions.
button-press-topdown-v2 Press a button from the top. Randomize button positions.
peg-insert-side-v2 Insert a peg sideways. Randomize peg and goal positions.
window-open-v2 Push and open a window. Randomize window positions.
sweep-v2 Sweep a puck off the table. Randomize puck positions.
basketball-v2 Dunk the basketball into the basket. Randomize basketball and basket positions.

[77]. For Maze2D, the expert trajectories for each task are generated by running the expert

controller provided by D4RL [75].

We collect a set of trajectories for each training and test task and randomly sample a

subset for Trajectory-DT to extract trajectory prompts. Note that the trajectories for the test tasks

are only used by Trajectory-DT during the evaluation. We list the number of demonstration

trajectories collected per task for each problem in Table B.7.

B.2.4 ML10 meta-tasks

To show the diversity of the skills we train the agent to master in ML10, we include a

description of each of the 10 meta-tasks in Table B.8. Please refer to [77] for more details.
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Table B.9. Common hyperparameters

Hyperparameter Value
Context length K 20
Number of layers 3
Number of attention heads 1
Embedding dimension 128
Nonlinearity ReLU
Dropout 0.1
Learning rate 10−3 when learned prompt length = 30

10−4 otherwise
Weight decay 10−4

Warmup steps 104

Training batch size for each task 16
Number of evaluation episodes for each task 20
Number of gradient steps per iteration 10
Maximum training iterations 15500 ML10

6000 otherwise
Random seeds 1,6,8

B.3 Hyperparameters and Implementation Details

B.3.1 Hyperparameters

We describe the hyperparameters shared by Task-Learned-DT, Task-DT, Trajectory-DT,

Pure-Learned-DT, and DT in Table B.9. For a fair comparison, we set most of the hyperparameter

values to be the same as [43]. The evaluation results are reported when the maximum training

iterations are reached and the training converged. All of the methods are run across the same

three random seeds 1,6,8.

We show the hyperparameters specific to our method and Trajectory-DT in Table B.10

and Table B.11 respectively. Trajectory-DT assembles trajectory segments of length H from J

episodes as a trajectory prompt. We set the values of H and J as the ones reported in [43] in

Cheetah-Velocity, Ant-Direction, and ML1-Reach. The rest problems use the same values as

ML1-Reach.
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Table B.10. Problem-specific hyperparameters of Task-Learned-DT and Pure-Learned-DT

Problem Learned Prompt Length
Cheetah-Velocity 15
Ant-Direction 15
ML1-Pick-Place 15
ML1-Reach 30
ML1-Push 30
ML10 30
Maze2D 30

Table B.11. Problem-specific hyperparameters of Trajectory-DT

Problem The Number of Episodes J Trajectory Segment Length H
Cheetah-Velocity 1 5
Ant-Direction 1 5
ML1-Pick-Place 1 2
ML1-Reach 1 2
ML1-Push 1 2
ML10 1 2
Maze2D 1 2

B.3.2 Target returns-to-go

In the experiments, we set the target returns-to-go for each task as the highest return of

the associated expert demonstration trajectories. This is possible because we train with expert

trajectories and Trajectory-DT requires expert trajectories even in the test tasks. However, setting

the target returns-to-go according to the expert performance is not necessary. We can also set it

based on our prior knowledge about the task, e.g. set it as the highest possible return inferred

from the upper bound of the reward function, or set it as the return representing a satisfactory

performance.

B.3.3 Implementation

We implement our method based on the released repository of [43].
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B.3.4 Training

Our model is trained using NVIDIA A100 Tensor Core GPUs. Training our model

using a single A100 GPU on a benchmark problem takes about 3 hours for typically 6000

training iterations. Evaluating the model in training and test tasks every 500 iterations throughout

the training process takes another 3 hours due to the online interactions with the simulated

environments.

B.4 Failure modes

By visualizing the trained policy performing the test tasks, we have observed that most

failures occur when the agent has difficulty in precisely achieving unseen goal locations or

directions, rather than struggling with mastering basic skills such as running or holding the block.

This implies that including the task variations in the prompt or having the capability to extract

task variations from the prompt is important to guarantee the task’s success.
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Appendix C

Probabilistic World Modeling with Asym-
metric Distance Measure

C.1 Proof of C-step Approximation

Given a data set of N trajectories drawn from a T -step Markov chain M, i.e. T =

{(si
0,s

i
1, . . . ,s

i
T )}N

i=1 ∼M . Let Y represent a preceding random variable in the chain Y =

{Si | 0 ≤ i ≤ T − 1} and X represent a random variable subsequent to Y within C time steps.

X = {S j | i < j ≤ min(i+C,T )}. P denotes the one-step transition matrix. We now derive

P(X |Y ) in terms of P as follows:

Based on the occurrences of the ordered pair (y,x), we can derive the joint distribution

of X and Y as

P(X = x,Y = y) =
∑

T−C
t=0 ∑

t+c
i=t+1 n(Si = x,St = y)+∑

T−1
t=T−C+1 ∑

T
i=t+1 n(Si = x,St = y)

N(T −C+1)C+N ∑
C−1
t=1 t

(C.1)

where n(Si = x,St = y) denotes the number of times Si = x and St = y occur in data set T .

Similarly, by counting the occurrences of each specific state y, the marginal distribution

of Y can be derived as

PY (Y = y) =
C ∑

T−C
t=0 n(St = y)+∑

T−1
t=T−C+1(T − t)n(St = y)

N(T −C+1)C+N ∑
C−1
t=1 t

(C.2)

77



where n(St = y) denotes the number of times St = y occurs in data set T .

By the definition of the Markov chain, we have

n(Si = x,St = y) = n(St = y)(Pi−t)yx (i = t +1, t +2, . . .) (C.3)

Plugging (C.3) into (C.1), we have

P(X = x,Y = y) =
∑

T−C
t=0 n(St = y)∑

C
i=1(P

i)yx +∑
T−1
t=T−C+1 ∑

T
i=t+1 n(St = y)(Pi−t)yx

N(T −C+1)C+N ∑
C−1
t=1 t

(C.4)

Given (C.4) and (C.2), we can derive the conditional distribution as

P(X = x | Y = y) =
P(X = x,Y = y)

P(Y = y)

=
∑

T−C
t=0 n(St = y)∑

C
i=1(P

i)yx +∑
T−1
t=T−C+1 ∑

T
i=t+1 n(St = y)(Pi−t)yx

C ∑
T−C
t=0 n(St = y)+∑

T−1
t=T−C+1(T − t)n(St = y)

(C.5)

When 0 <C≪ T , we can further drop the second term of the nominator and denominator,

which is equivalent to changing the range of Y to Y = {Si | 0≤ i≤ T −C}. That is,

P(X = x | Y = y)≈ ∑
T−C
t=0 n(St = y)∑

C
i=1(P

i)yx

C ∑
T−C
t=0 n(St = y)

=
1
C

C

∑
t=1

(Pt)yx

(C.6)

C.2 Proof of Bayes Optimal Scoring Function

Suppose that we are training a binary classifier P(C|X ,Y = y;θ) to discriminate between

positive data distribution P(X |Y = y) and negative data distribution Pn(X), ∀y. The ratio of

negative and positive samples is K. The Bayes optimal classifier P(C|X ,Y = y;θ) is a maximum
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a posteriori (MAP) hypothesis satisfying

P(X |Y = y)
Pn(X)

=
P(X |Y = y,C = 1)

P(X |C = 0)

=
P(C = 1|X ,Y = y;θ)

P(C = 0|X ,Y = y;θ)

P(C = 0)
P(C = 1)

=
P(C = 1|X ,Y = y;θ)

P(C = 0|X ,Y = y;θ)
K

=
P(C = 1|X ,Y = y;θ)

1−P(C = 1|X ,Y = y;θ)
K, ∀y

(C.7)

P(C = 1|X ,Y = y;θ) =
P(X |Y = y)

P(X |Y = y)+KPn(X)
, ∀y (C.8)

When the classifier is a logistic function, we have

P(C = 1|X ,Y = y;θ) =
1

1+ exp(− fθ (X ,Y = y))
, ∀y (C.9)

Plugging (C.9) into (C.8), we have

exp( fθ (X ,Y = y)) =
P(X |Y = y)

KPn(X)
, ∀y (C.10)
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