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Abstract
In this study, we tested a novel method of teaching the Unity engine to computer game design
and development students. Our objective was to determine if a flexible assignment structure is
the most effective for students with minimal engine experience. The study demonstrated that
independent work significantly improves students’ comprehension and problem-solving skills. Key
findings include a 90% increase in students achieving more than the minimum required grade, a
significant improvement in self-reported confidence with Unity (with 66.3% of students moving
from no experience to higher skill levels), and diverse, innovative final projects that exceeded initial
expectations. These results suggest that the flexible assignment approach enhances creativity and
maintains high expectations for student work, ensuring their success in the game development
industry. The combination of student project grades, innovative project elements, and positive
feedback indicates that this method is highly beneficial and could be applied effectively in various
educational settings.
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1 Introduction

In computer science and software engineering, it is essential to recognize the significance of
incorporating fun and creative elements alongside traditional programming and practical
tools. As computer games and other forms of digital entertainment continue to grow in
popularity, educators must integrate them into their teaching methods. To remain up-to-date
with the latest trends, universities must equip their students with the skills required for
game development. One of the aspects of supporting this tutorial is, for example, this case
study[24] of the concept of gamification used on a games development course. One practical
approach to combining education and creativity is teaching students how to craft their games
in the most imaginative way possible while leveraging gamification to deliver lessons through
gameplay. This can be used in various courses, as described in this publication [21], where
authors implemented the learning of object-oriented programming by playing computer
games. While teaching students the basics of game development and the usage of engines,
there is also a need to consider a theory that will help them create visually attractive and
exciting games. One of the ways to develop such a game is using patterns, as is written in
this publication [32], to keep players entertained and simulate and enhance reality.

Currently, there are many game engines available for creating games. Unity is a popular
choice because many job opportunities require knowledge of this engine, as written in this
article [17], and it is easy to use, even for students new to game development. Besides,
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Unity’s ability to create multiplatform [13] games and projects is important for today’s game
development world. In addition to these aspects, the use of Unity Engine for teaching is
also suitable from the point of view of the accessibility of various tutorials. As mentioned
in [31], from an educational perspective, it is appropriate for students to independently
find additional information about creation from professionals, programmers, and developers
dedicated to creating just such instructions. In this study [8], using Unity Engine and
Design-Based Research approach resulted in the high engagement of students, making an
introduction to this engine smoother and more attractive. To add, based on this study [9],
learning how to code by creating games promises high motivation. The aim is to teach
students how to develop Unity Engine and provide enough information to continue their
work even after this course.

Besides, not only game development uses Unity Engine, as we can see [19] or [34], but
Unity can be used for developing various types of projects. In this example, we can see
the usage of the Unity engine in the creation of the short movie “The Heretic” [10]. This
provides a strong justification for teaching Unity Engine.

However, the challenge lies in making the teaching of game development exciting and
engaging while encouraging students to be creative and imaginative. The traditional approach
to game development can be time-consuming and challenging because students need to develop
unique ideas to incorporate into their games. If students are given strict rules and guidelines
to follow, they might not develop a good understanding of the engine and how to create
games. As mentioned in [30], in addition to basic programming, advanced knowledge in
computer graphics, databases, artificial intelligence, or, for example, physics is also necessary.
Basic knowledge enables students to understand contexts better and work more effectively
on assignments within the subject. Today, it is also essential to know various techniques
and developments. Unity, for example, provides an excellent environment for developing
virtual reality and XR in general. According to [29], the focus on the interface and, thus,
the use of these XRs is extremely important for game development and projects. Each of
these approaches is usable and thus feasible in the Unity Engine. Using the Unity engine for
enhancing problem-solving skills and creativity for this course is also supported by outcomes
of this research [26]. This study provides insights that could be applied by educators across
various disciplines who wish to incorporate similar strategies to enhance engagement and
learning outcomes.

How can creative labs improve the GameDev course?

Up to this point, game development education in our courses has been implemented through
basic versions of preexisting games, where students complete brief tasks and gain an under-
standing of the environment.Teaching methods are straightforward, and there is no space for
considering one’s elements and improvements. The entire procedure consists of downloading
the game, launching it in the Unity editor, and playing it. After the game calculates their
scores, students submit their scores and receive their marks. A similar approach can be seen
in this [27] game made with the Unity engine.

The new method involves the entire project creation and setup process to develop a
functional game similar to a flying simulator. This approach consists of three tutorials and a
step-by-step guide, from creating a project to adding a user interface. The main difference
between the old and new approaches is that the old approach did not allow students to create
something independently. Instead, it strictly guided them through various tasks.

On the other hand, the new approach guides students through creating games, but it
always leaves their final work independent of the assignment form. This means that while
they must follow various steps and learn various parts, the final form is always in their
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imagination. This ensures they create something unique, go through the tutorials, find more
exciting and engaging parts, and work on them more. Based on the experience outlined in
the article [5], the decision has been made to adopt GitLab as the submission platform for
student projects.

The remainder of this paper is organized as follows: Section 2 provides background and
related work. Section 3 describes our proposed approach and details the three iterations of the
tutorial. Section 4 outlines the experiment setup and conduction, including our conjectures.
Section 5 presents the results and discusses the findings. Finally, Section 6 concludes the
paper with interpretations of the results, challenges, limitations, and suggestions for future
work.

2 Background

With a similar course outline, this paper [14] describes the slow approach and exciting
engagement for students in creating games through the Unity engine. It encourages its
students to create 2D games, preparing them for future careers. We also considered the
importance of active learning, as seen in this example [25], where authors used active
learning based on scenarios using Unity 3D. Another engaging hands-on project experience,
as described in this article [7], is using step-by-step tutorials. This kind of tutorial provides
a compact way of learning and understanding problems to their core. Thinking about using
Blender, we also searched for existing implementations of this tool in teaching. One of the
most used approaches is the creation of educational games using Unity. This approach can
introduce students to development with the Unity engine in the form of a game. With this
form of teaching, as is written in this research [16] that discusses educational games in Unity,
we can effectively avoid limitations to traditional teaching methods and support students’
creativity.

Another approach for this tutorial is using a teacher-student model, which was optional
in the previous teaching method. With the availability of a teacher during the whole process,
we may support students’ innovative thinking and reasoning abilities. This idea of composing
into this course was supported with research [11], that analyses this Teacher-Student model.

While using the Unity engine, we were also aware of the risk of issues in students’ projects,
like bad smells. As was discussed in this article [6], bad smells are detectable and can
be divided into categories. The main target of this course was to prevent students from
developing this kind of issue. Similarly, this study [23] also discusses bad smells, and its aim
was directly onto this issue in game development. This article also discusses the negative
impact of bad smells and the risk that they are not always critical.

In conclusion, there is no need to push students back with their projects only because of
the avoidance of bad smells. Instead, the fact that the Unity engine is fully programmable in
C#, as is written in this article [33], there is a need to focus on correct and nonissue coding.
However, at all times, we should be careful to avoid strictly controlling students with sets of
rules to ensure creative and innovative thinking in their projects.

With the rise of immersive learning, we can also discuss the need for knowledge of the Unity
engine. For example, this work [3] demonstrates the usage of Unity for the implementation
of twin-screw, which is a process in the polymer. This work used Unity to implement the
simulation in an interactive educational environment. A similar approach is used in the paper
[35], where the problem of the informed purchase of toys is solved with the implementation
of augmented reality technology using Unity 3D. Immersive interaction can also be done in
full-body forms, as is described in this paper [15], where authors contributed to enabling this
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kind of interaction in the metaverse. To achieve this, the authors worked with Unity 3D and
other tools, successfully integrating the digital twins and immersive user experience. This
work may show that students need more than the Unity engine to prepare for the industry’s
challenges. The usage of this information and its successful implementation in the education
process is written in this article [20], where authors proved that this approach can be effective
in the student’s improvement in the learning process.

3 Proposed approach

Tutorials are created in the areas of computer game design and development. There are three
tutorials. The goal of the first tutorial is to explain the engine and cover the fundamentals of
project and game background creation. The second tutorial covers creating game effects using
VFX Graph and explains the differences between different approaches in effect creations. The
second tutorial also covers the fundamentals of the Blender[12] engine and how to create 3D
models. The third tutorial served as an addition to help students add engaging components
to their projects.

Figure 1 The Unity Engine Learning Journey outlining the structured path from basic concepts
to the final project.

Before discussusion of the detailed structure of the tutorials, Figure 1 presents a com-
prehensive mind map of the Unity Engine Exploration course. This diagram encapsulates
the learning journey from initial familiarization with the Unity interface to the final project
assembly, containing advanced topics such as VFX and Blender integration.

3.1 First iteration
In the beginning, students are led through the installation process. Then, they are shown
how to create and run the project. This part is crucial because creating and starting with
work in Unity from the total basics is fundamental for students to develop a relationship with
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the engine. It makes it easier for them to understand every part that will come next from the
basics. After the introduction of the engine, the first tutorial covers the creation of the game
world using terrain tools. Additionally, students are encouraged to use their assets, not just
those shown in the tutorial. The essential part is introducing the Asset Store and working
with assets in the editor. In the future, they must understand how to create and work with
assets. The next important step is adding a player. They are encouraged to pick their avatar
to play their game. The exciting part of this tutorial is adding a Timeline. A Timeline
is generally used to animate movements and create exciting game moments. Students are
shown the basics of work with a timeline and are not given the detailed needs of using a
timeline for their game; instead, they use it in their way. Using a timeline is beneficial not
only for game development but also for many other fields. Short movies and ads can be
created using a timeline, so this incorporation into the curriculum may widen their abilities
in the future in various fields. Students are also introduced to scripting in Unity, using C#.
We are teaching 3rd graders, so they must have various programming skills. Because of that,
this part is mainly informative and shows them good practices in scripting in Unity. At the
end of this tutorial, students have developed their game world and the basic movement of
players in this world. The crucial part is personification and uniqueness. This tutorial has
a role in developing interest in creations and incorporating their own elements, which may
benefit their careers and development.

3.1.1 First iteration outcome
In the first iteration, students learned the basics of Unity and created a simple game world.
For instance, one student created a terrain with mountains and a river, utilizing assets from
the Unity Asset Store. In contrast, another student designed a desert landscape with custom
textures.

3.2 Second iteration
The second tutorial was expecting better skills with unity and overall orientation of students
in the engine. Firstly, there is a comparison of the two most common tools for creating
visual effects in unity: VFX Graph and Particle System. Next, students moved to work with
VFXGraph, creating an elemental explosion made of more layers. In this article, we can
see the point of teaching students the basics of VFX [18], also with a similar approach in
this article [22], as this theme is not only valid with game development but also has broad
usage in many other fields. Students are asked to develop their solution in the VFX Graph
editor and, later in the tutorial, find their usage in their game. This tutorial also covers
the basics of working with Blender. Blender is used to create a simple target for students’
games. The main reason for incorporating Blender into this course is the need for 3D models
in today’s game. Teaching students the basics of working with Blender and coworking with
Unity may benefit project uniqueness and originality. As written in the article that discusses
modeling [4], Blender was the best choice. Later in the tutorial, students get a task to create
something useful with Blender and use it in their games.

3.2.1 Second iteration outcome
In the second iteration, students learned the differences between the Particle system and
VFX Graph in the Unity engine and worked on their unique solutions. They were led to
create the effect of an explosion. Students created effects that contributed to their games.
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Another aspect of this iteration was the usage of Blender. This engine helped students to be
more creative with assets and learn the essentials of the work in Blender. Students created
various 3D models, such as players, donuts, trees, and various equipment for their games.
Students also worked with VFX Graph, creating explosions and other effects, like shooting
and smoke.

3.3 Third iteration

The third tutorial is optional. Creating effects in Unity or modeling 3D objects in Blender is
only interesting for some students. Primarily, these parts are required, but the extra work
on their project can be done on other developing parts. The third tutorial covers the basics
of the particle system, which can be used in various ways, not only in game development,
for example, like [2] or [28], the creation of UI using Canvas, and its elements, like sliders
or buttons. Also, students can see the creation of levels using Scene Manager. A similar
approach can be seen in this article [1], where leveling is also based on scenes in a functional
3D Unity game. A combination of UI and scene manager can create an entry screen for
players to their game, and in the final project, the game will look more professional. The
last part of the third tutorial is bug fixing. Students are encouraged to fix issues in existing
projects to enhance their problem-solving skills and general knowledge of game development,
where fixing is common and vital.

3.3.1 Third iteration outcome

In the third iteration, students explored advanced features like the particle system and UI
creation. For example, one student created a particle effect to simulate a magical spell,
adding dynamic visual flair to their game. Another student designed a custom health bar
and interactive menu, significantly improving the user experience. Additionally, one student
developed a multi-level game with a main menu, level selection screen, and in-game HUD,
demonstrating their ability to integrate UI elements with scene management.

3.4 Outcomes and Project Example

The existing project that students get to fix is available on the course page. In this project,
all three tutorials are implemented, adding some unique elements and implementations
to make students more curious and inspired. Students can create their own game in this
project but are encouraged to create their own to solve issues that may be fixed in existing
implementation and prepare them better for their future in this challenging field.

These tutorials should enhance students’ independent work and support them in developing
their games. Even if there are some mandatory steps for final grading, students still have
the chance to add their elements and additions to their games and get the desired grade on
the project. The reason is simple: game development is not a detailed, structured plan but
more of an idea-adding process.

Following the detailed description of the tutorial structure, the following section clarifies
the methodology utilized to evaluate its effectiveness. This analysis primarily focuses on
assessing student feedback and project outcomes, which serve as critical metrics for measuring
the educational impact of the implemented interventions.
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4 Experiment setup and conduction

This study focuses on innovative and adaptable methods for teaching the fundamentals of
using the Unity engine. Students’ self-grading and individual development as project creators
are crucial to a conclusion. This study employs a combination of self-reported data collection,
enrolled students’ grades, and final projects. Data from students’ answers to questions were
valid, and students were informed of the usage of their responses.

Questionnaire – After grading, participants self-reported data to provide their perspectives
and comments on the methodology.
Evaluation – Using the results of final projects and their assignment grades; and also
monitoring the quantity of work that exceeded the assignment’s minimum.

4.1 Course Characteristics
This study was conducted during the 2023-2024 academic year. One hundred four third-year
undergraduate students enrolled in a game development class during these academic year
across both winter and summer semesters. The class included Slovak students as well as
international students, and it was conducted in English and Slovak. Students had varying
levels of prior experience with the Unity engine.

4.2 Conjectures
This paper posits several conjectures to evaluate the efficacy of a novel instructional approach
in Unity engine development. These conjectures are implanted in the conviction that
structured yet flexible learning environments can significantly enhance students’ educational
experience and outcomes, irrespective of their prior technical experience.

The research process involved three main iterations, each designed to build students’
skills and creativity progressively. The first iteration focused on fundamental Unity skills, the
second on advanced features like VFX and Blender, and the third on optional enhancements
such as UI and bug fixing.

The following hypotheses are formulated to rigorously test the effectiveness of these
educational methodologies through empirical evidence and data-driven analysis:

▶ Conjecture 1. Students do not have to have prior skills and an introduction to Unity
engine development to complete this course.

▶ Conjecture 2. If students are given more freedom in their assignments, they will be more
creative and driven to work on their projects, which will ultimately result in better grades.

▶ Conjecture 3. After working more independently, students feel secure in their knowledge.

▶ Conjecture 4. Students will include unique elements and interesting strategies of their
own.

To verify these conjectures, employmend of the various methods was used: Conjectures 1
and 2 were assessed using a structured questionnaire that studied student engagement and
learning outcomes. For Conjecture 3, an analysis of existing student performance data was
conducted to determine the impact of independence on learning security. Conjecture 4 was
evaluated through project reviews that assessed the creativity and uniqueness of student
submissions.
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5 Results

The examination of students’ results, final projects, and self-reported information from
questionnaires was essential to analyze the effectiveness of the teaching method. This section
presents the findings of these analyses, which help validate the conjectures proposed in this
paper. An overview of the analyzed data and a summary of the findings related to the
hypotheses are provided below.

5.1 Conjecture 1
In the following Figure Figure 5.1, it is visible that the number of students with some
experience before attending this course was much smaller than those that had not previously
worked with the Unity engine. Percentualy, only 26% worked with the engine. This section
aims to determine if these students will experience any resulting disadvantages.

Figure 2 Student’s experience with Unity Engine before tutorials.

The Pearson correlation coefficient was used to examine whether prior experience with
the Unity Engine statistically impacts the grading scores. The test yielded a coefficient of
0.12, considered a low degree of correlation. This result suggests no statistically significant
score difference between individuals with and without previous experience using the Unity
Engine. Consequently, previous knowledge of Unity only significantly influences the observed
grading outcomes.

This proved Conjecture 1, where was supposed that students do not have to have prior
knowledge to perform outstanding results in this course.

5.2 Conjecture 2
Immediately after the personal defense, students were awarded points for the developed
projects based on a predetermined evaluation on the subject page at the end of each tutorial.
The attached table Table 1 shows that the highest rating was 10 points, representing the
maximum of the possible points obtained. Completing all the necessary steps in the tutorial
could obtain the minimum number of points, which was 6. The result, which was 10 points,
means that students did extra work on this project and added many particular tasks from
all the tutorials. This point evaluation was obtained by more than half of all students. The
second highest rating belongs to students with the same score, 14 for both 8 and 9 points. At
the same time, a low assessment of the assignment occurred in only one case, in the form of
one point. Therefore, completing the instructions by the students is exceptionally successful.



L. Bubenkova and E. Pietrikova 12:9

In the questionnaire, students had to answer the question, “Do you think that your point
evaluation corresponds to the time you devoted to the assignment?” where the answer “Yes”
reached the value of 94.2%, and the answer “No, I devoted a lot of time to this assignment”
had a value of 3.5%, which can be considered as the result of a fair assessment and student
satisfaction with this aspect of the university courses as well.

Table 1 Table for students grades.

points 0p 1p 2p 3p 4p 5p 6p 7p 8p 9p 10p
students 0 1 0 0 3 3 3 7 14 14 55

This proved Conjecture 2, where was supposed that students would be motivated to work
harder on their assignments if they were given some space for their creations. This also
proved that 90% of students did more than the required work, graded with 6 points.

5.3 Conjecture 3

Students also had the opportunity to answer questions about their skills with Unity Engine
before and after completing tutorials. As can be seen on the attached chart Figure 5.3,
self-rating skills in Unity Engine, from rating to scale from 1 to 5, where 1 represents zero
experience and five the highest level of ability properties, all students managed to move
to a higher rating. In particular, the drop in the change from 66.3% to 0% in experience
indicates excessive success. On the second side, self-assessment in the highest degree rose by
7%, assessment in the form of 4 out of 5 increased by 24.4%, and the rating on the 3 out of 5
scale increased by 37.2%.

Figure 3 Self-reported skills in Unity Engine before and after finishing tutorials.

This proved Conjecture 3, where was supposed that students would feel more secure in
their knowledge if they worked independently.
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5.4 Conjecture 4
The students were instructed to create and add their elements independently. After collecting
and evaluating the projects, it was evident that the students demonstrated fascinating
diversity and creativity in their work. Each student’s individuality was visible in the creation
of their assignments. One exciting element was the use of Timeline in the form of game
animation, which was used effectively in several projects. For example, a cinematic animation
of a military plane flying over the sea and observing various elements such as ships, houses,
and the sea. The manual mainly covers movement in the form of flying, but the resulting
student projects brought many new solutions, such as walking. This means that encouraging
the students to create and experiment on their own was enough, and when they were left to
their own will, various game projects were created.

This proved Conjecture 4, where was expected that students would create unique and
personal projects with various elements over the course outline.

6 Conclusion

The tutorial outcomes demonstrate considerable advancements in students’ capabilities
to produce creative outputs and solve complex problems. This section will analyze the
implications of these results, contrasting them with traditional educational methodologies in
game design and examining their potential transformative impacts on the curriculum.

6.1 Interpretation of Results
A notable aspect of the student projects was their diversity in game design approaches.
While the core tutorials were designed around constructing simulations for flight simulators
and first-person shooters, many students ventured beyond these confines. They crafted
unique game environments, where characters navigated through complex worlds or diverged
completely to create cinematic short animations. These projects not only stuck to the
foundational elements of the tutorials but also incorporated innovative modifications and
additions. For instance, Figure 6.1 illustrates a project featuring an interactive walking
character, demonstrating the practical application of the skills acquired through the course.
Positive feedback regarding the final projects was on the availability of project flying-hero,
where were implemented all three tutorials with added addins and unique elements. As
was said in the student feedback, the ability to see the existing games and their parts was
beneficial, not only for students to see how the parts of the tutorial are implemented but
also as an inspiration for their projects.

Figure 4 Example of a student-developed game showcasing an interactive character.
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6.2 Challenges and Limitations
One primary challenge was guiding students through managing extensive projects and
utilizing comprehensive file systems within their version control repositories. Furthermore,
the affiliate’s familiarity with Unity Engine was initially low, posing a significant learning curve.
However, most issues were swiftly addressed through online resources or direct interventions
during lectures, enhancing the learning experience and problem-solving efficiency.

6.3 Future work
Future work on this course should contain more detailed explanations for problematic parts
written in student responses. Also, students asked for additional content, such as AI in the
form of enemies, more scripting in the course, or video tutorials, as they thought they would
benefit more from them while working at home without the lecturer’s presence. Detailed
explanations of problematic topics may help them better adapt to future needs. Besides this,
this course is up to date and should be sustainable for more years in the future, but after
some time, some additions and work would be needed as the game development world moves
further.

The study explores the integration of game design and development courses at the
university, highlighting the inclusion of subjects like Unity Engine and Blender, which are
popular among students and offer practical skills demanded in the industry. These courses
introduce students to complex tools like effects, animations, interfaces, and advanced features
like Timeline and VFX Graph.

The curriculum is designed not merely to engage students during lectures but to inspire
independent work and creativity in their projects. This approach has proven effective, with
students delivering highly successful projects that incorporate their unique solutions. The
addition of Blender enriches the creative potential and deepens students’ interest in game
development and game design.

Student feedback regarding satisfaction with the course and the instructions’ clarity
has been overwhelmingly positive. The results met and exceeded initial expectations, with
students developing innovative solutions promptly. Future enhancements include AI enemies,
expanded scripting options, and multimedia instructional materials, reflecting the students’
desire for more comprehensive and prolonged engagement with game development tools.

It can be considered, that using this approach in various courses can help to enhance
students’ learning and adaptability across different disciplines. This method may be integrated
into other areas to foster technical skills, critical thinking, problem-solving, and creative
design thinking. By implementing these techniques widely, educational institutions can better
prepare students for the complexities of modern professional environments while equipping
them with the necessary tools to excel in their chosen fields.
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