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Abstract
This study presents empirical research that uses adaptive formative assessment framework in addition
to traditional lectures to motivate novice students in an introductory programming course. The
primary goal of this work is to provide guidance for the creation of adaptive formative assessments
in Python programming language to inspire novice students. The experiment is based on lessons
learned from the literature and pedagogical theories that support learning through assessment and
scaffolding. This study investigates how the experiment helped the novices, whether it increased
their confidence, whether it assisted in identifying and correcting common errors, and whether it
covered the material on learning modular programming components. It report on extensive survey
results of over 265 attempts of 90 students taking CS1 (introductory programming) that included
five quizzes covering fundamental concepts. The students responded favorably to the experiment,
and results are also included.
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1 Introduction

Any course in a higher education institution worldwide that is concerned with software
development requires programming modules. By introducing syntax and semantics, these
modules aim to impart fundamental knowledge of programming languages. These modules
are crucial for students to feel confident in their study in Computer Science (CS). Students
who are learning their introductory programming must also become familiar with the often-
hard syntax of the language, numerous data types and its operations, the effects of various
statements on variables, and control flow. Novice programmers are those taking their first
computer programming courses or those with no prior programming experience. E.g. First
year computer science degree students, second level students such as junior or senior cycle
years. Independent components of programming will increase the difficulties of novices in
learning programming [23]. There are a number of activities introduced to motivate novice
students in programming modules in addition to traditional lecture and practical sessions.
The recommended pedagogical activities are pair programming, peer instructions, live coding,
collaborative learning and assessment and feedback systems [7, 30].
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Every lecture in the classroom is given by a lecturer and includes exposition lectures, live
coding to solve practical problems in real time and practical exercises using programming
languages in lab sessions. The traditional lecture session occupied the majority of the practice.
Also, students felt frustrated that they had to repeatedly go over concepts in lab session
from they had already learned in lecture [4]. Furthermore, it does not help students to grasp
fundamental ideas. Conversely, they found the live coding and practical portion especially
enjoyable since it allowed the students to witness the theories and concepts being used to
build a program [25]. However, novice students are unable to interpret program code and
have a lack of understanding of individual elements of programming due to their lack of
programming experience [24]. The assessment system of programming helps in this scenario
as it is an essential component of education that promotes learning [26]. Formative assessment
is one of the approaches for effective programming learning that aims to increase student
understanding and learning by providing feedback on students’ submissions [23]. Taking
this into consideration, this research created a formative assessment framework that aims at
increasing students’ confidence by familiarising novice students with independent components
of programming. As an expansion of our earlier research [32], this paper explores the
development of a formative assessment framework for this purpose, describes the experiment,
and offers insights into its performance and future directions.

2 Exploring Formative Assessments’ Potential to Improve
Programming Learning

One strategy for efficient programming learning is formative assessment including feedback
[31]. Formative feedback is information provided to a learner with the intention of altering
their behavior or way of thinking to improve learning [27]. Formative feedback gives
teachers the chance to personalize their responses, motivate student interest, gather data on
each student’s progress, encourage reflective thought, and encourage self-directed learning
[33, 21]. Therefore, formative assessment refers to routine, interactive evaluations of student
development and comprehension that are used in educational settings to identify learning
needs and adapt training [15].

2.1 Enhancing Programming skills through Learning from Errors

When writing programs, both novice and experienced programmers make errors – just not
to the same extent. Different kinds of errors demotivate novices to engage in learning to
program. Error detection and correction play a central role in programming learning: it is
an essential cognitive and pedagogical component of learning to program [20]. Programming
errors can appear in a variety of forms such as syntax and logical errors [6, 3, 2]. A program
error that breaks language conventions and stops execution is known as a syntax error [3].
When a syntax error occurs in a compiled language, the compiler will usually produce an
error message that points to the incorrect program lines. Most of the time, program compilers
provide information on the kind and location of syntax errors. Compiler error messages
can also be used to identify and fix syntax and semantic errors during program compilation
or execution. However, for novice programmers, these error messages can occasionally be
difficult to understand and make them confused [5]. Therefore, some research suggested
improving error messages to make them easier to interpret and understand [10, 8]. They
demonstrated that these enhancement messages were more useful than compiler messages for
figuring out common syntax and semantic errors [5, 8].
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In addition, students suffer more with logical errors than syntax errors [3]. There are
three possible explanations for these logical mistakes: Algorithm, misunderstanding, and false
information [12]. Another factor, called “Programmer misconception”, contributes to the
misunderstanding of control flow in logic that led to the erroneous code [18]. As a result, the
code can deliver inaccurate results. It is also quite challenging to identify and correct logical
errors. Various studies have identified common logical errors that people make frequently and
offered suggestions for how to avoid them [3, 12]. Thus, helping students understand their
programming errors is another effective technique to teach them programming, as mistakes
are an incredible means of instruction for programming courses [14, 36]. Therefore, our
goal is to familiarise students with these types of errors ahead to make it easier for them to
understand. It enables students to comprehend the common code errors they make as well
as compiler error messages.

2.2 Enhancing Formative assessment with adaptive strategy
Assessments that are customized to each student individually based on their responses to
previous test items are referred to as adaptive assessments [22]. Students who complete
adaptive assessments have their ability level determined by the answers they provide; the
most illuminating problems are then shown to the students to measure their abilities more
accurately [13]. When taking an adaptive assessment, every student will experience it
differently from another [34]. In a traditional assessment, every student works on the same
set of tasks with varying degrees of difficulty. Students can work on the predetermined
tasks in any sequence because they are predetermined. On the other hand, in an adaptive
assessment, every student works on a customised set of tasks since the questions are chosen
by an algorithm that considers the answers that each student has previously provided.
Therefore, it varies from traditional assessment in that each participant is asked a separate
set of questions rather than all the same ones [34]. As a result, students work on different
questions that take different amounts of time to complete [13]. The system chooses the next
test from a pool of available tests based on the the students’ performance [35].

2.3 Encouraging Learning and Proficiency in programming through
Adaptive Formative assessment

The process of learning programming involves starting from beginning and using a completion
method, such as changing or finishing program code [4]. When it comes to cognitive skills,
programming is more advanced than rote memorisation; to complete programming activities,
students must grasp particular concepts and understand how to apply them together [35].
Self-efficacy of students can be used to adaptively generate assessments that are customised
to each student in terms of question difficulty, assessment length, and question types (e.g.,
multiple choice, fill-in-the-blank, or short response) [35]. An answer key and a number of
choices make up the two components of a multiple-choice question (MCQ) [1]. A query or a
remark is typically made by the stem. To proceed with the stem, the learner must choose the
best or accurate option. MCQs are insufficient for evaluating a student’s coding proficiency
in programming modules since they do not encourage learners to write their own code, even
when they are at an advanced level. The ability to retain programming concepts and increase
engagement, however, can be useful. The assessment length and question difficulty can also
be modified. Using adaptive assessment, which organizes a collection of questions into three
cognitive levels according to complexity (easy, moderate, and difficult), adaptive formative
assessment evaluates students’ knowledge in programming courses [9]. Consequently, rather
than supplying resources that are universally applicable, adaptive assessment systems could
customize instruction and evaluation by considering each student’s uniqueness.
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Table 1 An example question with answer choices and accompanying feedback.

Question Choices Feedback
What will be the output
of following code?

var = “computer”
print(var[5::1])

computer Incorrect! It prints a range of items starting from
index 5 with step 1. [ter]

ter Correct! print( var[5 :: 1] ) - it prints a range
of items starting from index 5 with step 1. [ter]

compu Incorrect! if the index is “0” print(var[0::1]),
then it prints compu.

u Incorrect! if the index is “5” print(var[5]) ,
then it prints u.

2.4 Research Questions
This study intends to investigate the scaffolding and support that formative assessment
quizzes might provide for students learning to program. Using the adaptive formative
assessment quizzes, this study will particularly investigate the following research questions.
RQ-1: Does formative assessment help to build self-confidence in novice programmers in

learning basic concepts of programming?
RQ-2: Does formative assessment help to understand and correct the errors in order to

improve their programming skills?
RQ-3: Does formative assessment help novices effectively learn the independent components

of programming concepts?

3 Development of Adaptive Formative Assessment Framework

This study has led us to create formative assessment quizzes to introduce common pro-
gramming errors. These quizzes are an excellent method to increase student confidence and
introduce more frequent errors while programming. We have a list of questions with various
answers in these quizzes. As they offer feedback for each selection, these quizzes assist in
fostering their learning. While the wrong answer feedback helps them locate the appropriate
response, the right answer feedback acknowledges their responses. Students can learn from
their incorrect responses and determine the correct response. As a result, it is a system
that progresses and aids in their ability to learn from mistakes. This study examines if the
formative assessment increases participants’ confidence in their capacity to understand the
fundamental ideas behind programming. They assist students in comprehending the common
code errors they make as well as compiler error messages.

3.1 Quiz Implementation
Google Forms is utilized to implement the quizzes because, according to [11], it can be
an effective tool for formative assessment and for promoting active learning. Furthermore,
integration with all learning management systems is possible. Each quiz aims to educate
students about common code errors they made when studying the assigned topics. A sample
question is shown in Table 1. Feedback will be given to students for each potential response,
which will help them better comprehend the errors and help them to understand easily as
shown in Table 1. Feedback are customised messages that are similar to enhanced error
messages [5]. Every incorrect reaction offers advice on how to respond. Students can select
the best alternative based on the feedback.
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3.2 Adaptive Approach

Difficulty levels have been added to learning objects in the model. These learning objects
could be topics, questions, a variety of errors. The goals relate to questions with varying
degrees of difficulty. Difficulties in programming are classified as Bloom’s taxonomy of
programming [29]. In this model, we classified a list of questions in three cognitive levels
based on the complexity (like easy, moderate, and difficult) [17]. Here easy questions assess
the basic concepts, moderate questions assess comprehensive knowledge and difficult questions
do the applications of the knowledge [34]. If a student successfully responds to a moderate
question on this assessment, the subsequent question is hard. If not, the easy questions will
be asked as indicated in Figure 1. It goes on until the system forecasts the competency level
of the students [28]. A sample classification is described as Table 2.

Figure 1 Adaptive approach.

Table 2 Summary of print statement question in adaptive model.

Purpose Difficulty low Difficulty moder-
ate

Difficulty high Summary

String notation
and character
traverse

var = ’Amazon’
print(var[4])

var = ’Computer’
print(var[5 :: 1])

var = ’Python’
print(var[4 :: -1])

var = ’James
Bond’ print(var)
print(var[3])
print(var[5 :: 1])
print(var[5 :: -1])

ICPEC 2024
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3.3 Questions Development
Python is an established programming language that is utilized in introductory programming
courses due to its convenience and syntactical simplicity [16]. Variables, operators, condition-
als, loops, and functions were all covered in the introductory programming course. We created
quizzes corresponding with these topics that familiarise modular parts of programming. Each
question intends to introduce some of the most common errors made by novices [3, 36].
Details of the questions are shown in Table 3. Quiz topics included syntax errors, logical
errors, and common misconceptions among novice students [2, 12, 18]. Every quiz has at
least five questions of a moderate difficulty. Depending on the responses, the question moves
automatically from a moderate level to a high level or low level as shown in Figure 1. It goes
to a summary question that describes the relevant concept to provide proficiency level if they
are unable to respond to all of the questions. With the help of the lecturer, we conducted
these quizzes periodically during teaching sessions to build novice’s confidence as well as to
capture their barriers in programming.

Table 3 Summary of questions of each quiz.

Quiz
no

Topic Modular parts Objectives

1 Print &
operators

Print statement Familiarising syntax errors in print statement
Arithmetic operators Familiarising syntax errors in arithmetic expres-

sions
Assignment operator Familiarising syntax errors in assignment

2
Variables,
input &
operations

Input function Familiarising variables and type conversion when
read a value from keyboard

Operators & precedence Familiarising operators & precedence in expres-
sions

Higher arithmetic operator Familiarising higher precedence arithmetic operat-
ors (%, //, **)

3 If/Else
statements

The if/elif/else structure
with comparative operators

Familiarising if/else process & comparative oper-
ators

Operators & precedence Familiarising comparative expression using AND,
OR, NOT

Errors in If/else Familiarising syntax error & indentation error in
assignment

4 While
loop

While loop process Introducing while loop elements, process before or
after increment or decrement

Introducing multiple while
loops & infinitive executions

Familiarising multiple loops and syntax errors &
Non-terminating loops

Mixed loops Familiarising multiple loops (while & if/else) &
Syntax or logical errors

5 Strings &
Functions

String representation Familiarising different string array representations
Functions Familiarising values passing to parameters & syn-

tax errors
Global & Local variables in
function

Familiarising logical errors in assignment of global
or local variables

4 Research Methodological paradigm

This research combines both qualitative and quantitative elements. This instance is con-
strained by the CS1 module during the academic year 2023-24, and different student cohorts
of first year undergraduate Computer Science students. In quantitative research, the interven-
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tion technique is used to address reliability and validity. A brief, voluntary, anonymous survey
is used in conjunction with formative assessment to gain insight of students perceptions on
how they perceived and experienced it. It also includes qualitative elements and makes use
of a range of data sources and data collection methods. It was conducted via an anonymous
“Google forms” questionnaire.

4.1 The Population

The University’s Introductory programming modules provided the data for this investigation.
The data includes 267 students’ programming quiz attempts that they submitted at the end
of each quiz session. Some students attempted many surveys, in relation to the total number
of quiz attempts. These participants were from non-CS major course.

4.2 Data collection strategies

Data was gathered using a survey consisting of both closed-ended and open-ended questions
to obtain both qualitative and quantitative data [19]. In addition to traditional teaching and
practical sessions, regular quizzes were provided during the study periods. This gave the
chance to take quizzes and consider what they had learned. For this study, a short optional
and anonymous survey was employed to get an idea of how learners viewed and experienced
the quizzes for introductory programming at the end of each quiz. At the end of each quiz,
we conducted a survey about how it effectively helped them to learn programming. The
respondents were questioned about how they felt about formative assessment quizzes of each
programming topic. Open-ended questions for qualitative data and closed-ended Likert scale
questions for quantitative data were both used in the survey form. The Likert scale had five
possible scores: strongly disagree, disagree, neutral, agree, and strongly agree. The surveys
provide both quantitative and qualitative information about the effects of this intervention
and perceptions about the use of formative assessment in learning programming. The student
questionnaires and their reflective writing assignments provide the qualitative data. Every
piece of qualitative data is anonymous.

5 Results & Discussion

In order to collect more thorough data for analysis, this study gave students quizzes at
regular intervals. Each quiz contained survey questions in addition to other quiz questions.
Following an intervention survey, all analysis was completed.

Table 4 Post Survey Likert Questions 1 and 2 (N=265).

Question Strongly
Dis-
agree:1

Disagree:2 Neutral:3 Agree:4 Strongly
Agree:5

Mean SD

Do these quizzes increase
your self-confidence in
learning programming?

17 31 72 86 59 3.52 1.14

Do these quizzes help to
understand and correct
errors in Python?

16 29 58 94 68 3.64 1.15

ICPEC 2024
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Figure 2 Overall feedback on self-confidence. Figure 3 Overall feedback on understanding
& correcting errors.

5.1 RQ-1: Increasing self-confidence
To answer the RQ-1, it included a Likert question, “Do these quizzes increase your self-
confidence in learning programming?”, at the end of the quizzes. The responses ranged
from ’Strongly disagree’ to ’Strongly agree’. The whole survey data results are presented
in Table 4. It offers a thorough understanding of the students’ feelings regarding their
level of self-confidence in handling these quizzes. Responses for ’Strongly agree’ and ’Agree’
(≈55%) were higher than ‘Disagree’ part (≈18%) as shown in Figure 2. As a result, this
study discovered that the adaptive formative assessment quizzes helped them increase their
self-confidence.

5.2 RQ-2: Understand & Correct the errors
This study asked, “Do these quizzes help to understand and correct errors in Python?”. The
responses ranged from ’Strongly disagree’ to ’Strongly agree’. The whole survey data results
are presented in Table 4. Huge responses (≈61%) were received as ’Agree’ as a result as in
Figure 3. Their responses for these two questions show a clear shift from their post-quizzes
average of 3.52 to an average of 3.64 (with less volatility) as shown in Table 4. These
results indicate that the adaptive formative assessment quizzes helped them comprehend the
common programming errors.

5.3 RQ-3: Students’ perception on learning modular parts
This study asked, “Do these quizzes help to better understand basic concepts of Python
language?”. The responses were ’Yes’, ’May be’ and ’No’. The result is presented in Table 5.
Huge responses (≈68%) were received as ’Yes’ as a result as shown in Figure 4. Based on
the surveys, it demonstrates that the novice students believe the quizzes assisted in grasping
fundamental programming principles and significantly increased students’ confidence in
learning programming after attending. This study also asked, “Is the feedback you receive
for each question helpful in finding the correct answers and understanding errors?”. The
responses were ’Yes’, ’May be’ and ’No’. These responses were also highly positive as shown
in Table 5.

Quantitative data alone does not provide the full picture of the learning experience. Find-
ing out what students think and feel about formative assessment as a computer programming
learning activity is critical. According to sentimental analysis, they delighted in gaining
knowledge by taking quizzes in various models and they also valued these quizzes for various
reasons as stated in the comments below.
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Table 5 Post Survey Likert Question 3 (N=267).

Question No: 1 May be: 2 Yes: 3 Mean SD
Do these quizzes help to better un-
derstand basic concepts of Python
language?

40 45 182 2.53 0.74

Is the feedback you receive for each
question helpful in finding the cor-
rect answers and understanding er-
rors?

43 39 185 2.52 0.76

Figure 4 Overall feedback on understanding
basic concepts.

Figure 5 The correct answer frequency (in %)
of difficult levels during the quiz attempts.

...It introduced me to new elements of python...made me realise what i didn’t know...was
good to refresh my brain...very helpful exercises...I think they are much better than the way
the lectures are being taught...It helped to recall... Maybe do the quizzes in the lectures to
fully understand what is being taught...

Responses for understanding modular concepts (M = 2.53, SD = 0.74) out of four
questions were given a higher weight than other responses with a small effect size as shown
in Table 5. It is evident from their feedback that these quizzes enabled them to review their
programming expertise and make necessary revisions. Some students claimed that taking
the quizzes had taught them some new material.

5.4 Low vs Moderate vs High – Difficulty levels
The frequency of correct responses to questions at varying degrees of difficulty is shown by the
outcome chart that we have plotted in Figure 5. It demonstrates that the majority (≈81%)
of students correctly answer questions at a moderate difficulty level. On the other hand,
students who attempt questions with low difficulty levels tend to give less (≈70%) correct
answers. Additionally, students who tackle highly difficult questions give more (≈80%) correct
answers. Eventually, students get more detailed feedback to their summary questions, which
helps them understand the modular parts of programming better. Moreover, it demonstrates
that adaptive formative assessments helped them understand the basic concepts better.

6 Conclusion and Future Work

The experience presented in this paper describes the use of adaptive formative assessment in
introductory programming to help novice students overcome the challenges of learning to
program, particularly in identifying and understanding more frequent errors. The results

ICPEC 2024
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are clearly confirming that this approach helped novice students become more confident in
programming and dispel some of the misconceptions surrounding it. As a conclusion, we
argue that adaptive formative assessment quizzes motivate students to evaluate and learn
from their mistakes, which in turn encourages them to learn computer programming. It can
be a viable teaching and learning tool for computer programming. The reflection makes it
easier to comprehend the basic concepts. The students claim that learning through formative
assessment quizzes has improved their comprehension and increased their confidence in
learning programming. They also claim to be satisfied and indicate that they would repeat
this teaching technique again, as evidenced by their high level of loyalty. This study will
further investigate whether the adaptive formative assessment quizzes could help novice
students learn more effectively in other programming languages. Consequently, we intend to
incorporate this technique into other languages like Irish, Portuguese and Spanish.
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