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Abstract

The locally optimal block preconditioned conjugate gradient (LOBPCG)
algorithm is a popular approach for computing a few smallest eigenvalues
and the corresponding eigenvectors of a large Hermitian positive definite
matrixA. In this work, we propose a mixed precision variant of LOBPCG
that uses a (sparse) Cholesky factorization of A computed in reduced
precision as the preconditioner. To further enhance performance, a mixed
precision orthogonalization strategy is proposed. To analyze the impact
of reducing precision in the preconditioner on performance, we carry
out a rounding error and convergence analysis of PINVIT, a simplified
variant of LOBPCG. Our theoretical results predict and our numerical
experiments confirm that the impact on convergence remains marginal.
In practice, our mixed precision LOBPCG algorithm typically reduces
the computation time by a factor of 1.4–2.0 on both CPUs and GPUs.
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1 Introduction

Given a large Hermitian positive definite matrix A ∈ C
n×n, this work considers

the computation of the k smallest eigenvalues 0 < λ1 ≤ · · · ≤ λk and the
corresponding eigenvectors x1, . . ., xk satisfying

AX = XΛ,

where X = [x1, . . . , xk] and Λ is diagonal with diagonal entries λ1, . . ., λk.
This problem is often encountered in many applications, such as PDE and
optimization problem, electronic structure calculations and machine learning;
see, for example, [1–3].

When a good preconditioner T for A is available, the preconditioned inverse
iteration (PINVIT) from [4] is a good candidate for solving such eigenvalue
problems. For k = 1, PINVIT takes the form

xi+1 = xi − T
(

Axi − ρ(xi)xi

)

,

for some starting vector x0. Here, ρ(x) = (x∗Ax)/(x∗x) denotes the Rayleigh
quotient, which is also used to approximate the eigenvalue at each iteration.
Note that PINVIT with the “ideal” preconditioner T = A−1 becomes equiva-
lent to inverse iteration. When computing several (k > 1) smallest eigenpairs,
one chooses a starting matrix X0 ∈ Cn×m (m ≥ k) with orthonormal columns
and one step of the block version of PINVIT [5] takes the form

X̃i+1 = Xi − T (AXi −XiΘi),

where Θi = X∗
i AXi. The next iterate Xi+1 is obtained from orthonormalizing

the columns of X̃i+1 by, e.g., a QR factorization. Under mild conditions, linear
convergence of PINVIT is proven in [6], with a convergence rate depending on
the quality of the preconditioner T . The locally optimal block preconditioned
conjugate gradient (LOBPCG) method [7] aims at accelerating the conver-
gence of PINVIT by choosing the next iterate optimally from a 3m-dimensional
subspace that contains the current as well as the previous iterate and the pre-
conditioned residual; see Section 2 for more details. LOBPCG converges at
least as fast as PINVIT and often significantly faster.

Executing an algorithm in reduced (single) precision on, e.g., a GPU, can
be significantly faster than executing it in default working (double) precision.
On the other hand, critical applications may require eigenvalues and eigen-
vectors computed to an accuracy warranted by working precision. In such a
scenario the use of mixed precision algorithms can be beneficial; see [8, 9] for
an overview. For example, Carson and Higham [10] proposed a general frame-
work for large-scale mixed precision linear system solvers based on iterative
refinement. It is highlighted that a mixed precision algorithm can be twice
as fast as a traditional linear system solver by computing the most expensive
part—LU factorization—in reduced precision. For eigenvalue problems, mixed
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precision algorithms have recently been proposed for computing all eigenval-
ues and eigenvectors of a dense matrix. This includes the Newton-like iterative
refinement methods for symmetric [11–13] and nonsymmetric [14] eigenvalue
problems, as well as a mixed precision one-sided Jacobi SVD algorithm [15].
If only a few eigenvalues and eigenvectors are of interest, one could combine
mixed precision with classical iterative refinement [16] for eigenvalue problems,

which solves linear systems with the shifted matrix A − λ̂iI in order to cor-
rect an approximation λ̂i of the ith eigenvalue. The need for solving several
differently shifted linear systems makes such an approach rather expensive.

In this work, we propose mixed precision PINVIT and LOBPCG algorithms
that use a (sparse) Cholesky factorization of A computed in reduced precision
as preconditioner. This reduces the cost of accurately computing eigenvalues
and eigenvectors in significantly compared to inverse iteration, which requires
to carry out the Cholesky factorization in working precision. On the theoretical
side, we carry out a rounding error analysis of PINVIT, which predicts that
reducing precision in the preconditioner usually only has a marginal impact
on convergence. On the experimental side, we demonstrate for sparse matrices
that our mixed precision LOBPCG algorithm results in up to 1.43× speedup
on a CPU and 1.67× speedup on a GPU. For dense matrices, the speedups
are 1.67× on a CPU and 2.00× on a GPU.

The rest of this paper is organized as follows. In Section 2, we explain the
basic ideas of LOBPCG algorithm. Then in Section 3, we propose our mixed
precision algorithms and the details of the implementation. The analysis is
shown in Section 4 and numerical experiments are presented in Section 5 to
show the efficiency of our mixed precision LOBPCG algorithm.

2 LOBPCG algorithm

In this section, we explain the basic idea of the LOBPCG algorithm from [7].
For k = 1, LOBPCG can be derived from the preconditioned conju-
gate gradient (PCG) method. PCG applied to the (singular) linear system
(A− λ1I)x = 0 with preconditioner T and initial guess x0 is a three-term
recurrence of the form

xi+1 = xi + αiT (A− λ1I)xi + βi(xi − xi−1)

= (1 + βi)xi + (−βi)xi−1 + αiT (A− λ1I)xi,

where αi, βi are chosen to minimize x∗
i+1(A− λ1I)xi+1. As the smallest eigen-

value λ1 is usually unknown, it needs to be replaced by an approximation, the
Rayleigh quotient ρ(xi), leading to the basic form of LOBPCG:

xi+1 = α
(i)
1 xi + α

(i)
2 xi−1 + α

(i)
3 T (Axi − ρ(xi)xi),
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where α
(i)
1 , α

(i)
2 , and α

(i)
3 are chosen to minimize ρ(xi+1). Note that, unlike

PCG, LOBPCG is not a Krylov subspace method in the usual sense because
ρ(xi) is different in each iteration.

For k > 1, LOBPCG takes an initial guess X0 ∈ C
n×m with m ≥ k, and

produces iterates of the form

Xi+1 = XiC
(i)
1 +Xi−1C

(i)
2 +WiC

(i)
3 =

[

Xi Xi−1 Wi

]







C
(i)
1

C
(i)
2

C
(i)
3






=: SiCi,

where Wi = T (AXi −XiΘi) with Θi = X∗
i AXi. The 3m × m matrix Ci is

chosen to minimize

min
X∗

i+1
Xi+1=I

tr(X∗
i+1AXi+1) = min

C∗

i
S∗

i
SiCi=I

tr(C∗
i S

∗
i ASiCi), (1)

where tr(·) denotes the trace of a matrix. By the Rayleigh–Ritz method, a
solution Ci of (1) is obtained from the eigenvectors belonging to them smallest
eigenvalues of the generalized eigenvalue problem S∗

i ASiy = λS∗
i Siy; see [17,

Section 8.7.2] for numerical algorithms.
Let us stress that the actual implementation of LOBPCG is quite differ-

ent [18] due to the numerical instability caused by the ill-conditioning of Si. In
practice [Xi, Xi−1] can be orthogonalized by an improved Hetmaniuk–Lehoucq
trick [18, Section 4.2], and then the remaining block, Wi, also needs to be
orthogonalized carefully.

3 Mixed precision algorithms

In this section, we derive a mixed precision LOBPCG algorithm. For this
purpose, we consider two precisions: a working precision and a lower/reduced
precision, e.g., IEEE double and single precisions. The input and output data of
our algorithms are always stored in working precision. The functions lower(·)
and working(·) are used to convert working precision data into lower precision
and vice versa.

3.1 Lower precision preconditioning

The application of the preconditioner T usually consumes a considerable frac-
tion of the computational expense of PINVIT and LOBPCG. This suggests to
implement the application of T in lower precision. In most cases, we expect
that this only has a small impact on convergence. While a more detailed anal-
ysis will be provided in Section 4, the existing convergence analysis of PINVIT
already provides a good intuition.

By [6, Theorem 2.1], PINVIT with k = 1 converges to the smallest eigen-
value and eigenvector when γ := ∥I −A1/2TA1/2∥2 < 1 and additional mild
conditions are satisfied. Asymptotically, the convergence is linear with a rate
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Algorithm 1 Mixed precision PINVIT algorithm

Require: A Hermitian positive definite matrix A ∈ C
n×n; an initial approx-

imate eigenvectors X0 ∈ C
n×m; the number of desired eigenpairs k ≤ m;

the maximum number of iterations maxit; a function fT (·) to apply
preconditioner T (in lower precision).

Ensure: The diagonal matrix Θ ∈ Rk×k contains the computed smallest

eigenvalues, and X ∈ C
n×k contains the corresponding computed eigen-

vectors satisfying AX = XΘ.

1: X̃ ← X0.
2: for i = 1, 2, . . ., maxit do

3: X ← Q where Q satisfies X̃ = QR.
4: Θ← X∗AX.
5: Compute the residual R = AX −XΘ.
6: if k smallest eigenpairs have converged then

7: Return X ← X(:, 1 : k) and Θ← Θ(1 : k, 1 : k).
8: end if

9: Compute Wlower ← fT (lower(R)) in a lower precision.
10: W ← working(Wlower).

11: X̃ ← X −W .
12: end for

that is bounded by γ + (1 − γ)λ1/λ2. If T is perturbed by rounding error in
lower precision one effectively applies a preconditioner TE , which remains close
to T . In turn, the convergence is now determined by ∥I−A1/2TEA

1/2∥2, which
remains close to γ. Unless γ is very close to 1 we thus expect that replacing T
by TE does not affect convergence significantly. These considerations lead to
Algorithm 1, PINVIT with a lower precision preconditioner.

3.2 A mixed precision orthogonalization procedure

In both PINVIT and LOBPCG, we need to produce an orthogonal basis
of the searching subspace in each iteration. Moreover, orthogonalization
plays an important role to ensure numerical stability for the LOBPCG
algorithm [18, 19]. We need to perform the orthogonalization procedure as
accurately as possible. However, orthogonalization is often quite expensive in
practice. Therefore it is desirable to make use of a lower precision to accelerate
this procedure.

There are mainly two existing mixed precision algorithms for computing
the QR factorization. The algorithm proposed in [20] uses higher precision to
compute the inner product to enhance the numerical stability of Cholesky-QR
algorithm. The drawback is that this algorithm can be much slower than the
standard Cholesky-QR algorithm if higher precision arithmetic lacks hardware
support. To improve the performance, a mixed precision block Gram–Schmidt
orthogonalization algorithm was proposed in [21]. For both algorithms the
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Algorithm 2 Mixed precision QR factorization algorithm

Require: A matrix A ∈ C
n×m with rank(A) = m.

Ensure: A matrix Q ∈ C
n×m and an upper triangular matrix R ∈ C

m×m

satisfying A = QR and Q∗Q = Im.
1: Compute the QR factorization of A in lower precision, i.e.,

lower(A) = QlowerRlower.

2: Compute V ← A · working(R−1
lower) by solving an upper triangular linear

system.
3: Compute Cholesky factorization of V ∗V such that V ∗V = LL∗.
4: Compute Q← V L−∗ by solving an upper triangular linear system.

orthogonality of the output depends linearly on the condition number of the
input.

We propose another mixed precision approach for orthogonalization. We
first use Householder-QR to factorize lower(Wi) = QlowerRlower in lower
precision. Then working(Rlower) is used as a preconditioner—we apply

Cholesky-QR to the preconditioned matrix Wi · working(R−1
lower) to refine the

orthogonality. Under mild assumptions Wi · working(R−1
lower) is reasonably

well-conditioned, so that the Cholesky-QR algorithm is sufficiently accurate.
This mixed precision QR factorization algorithm is summarized in Algorithm 2.

3.3 A mixed precision LOBPCG algorithm

In addition to preconditioning and orthogonalization, the application of A
and other parts of PINVIT and LOBPCG may also constitute nonnegligible
expenses, depending on the specific setting. Carrying out these parts in lower
precision bears the risk of limiting the attainable accuracy to lower preci-
sion. However, very often it is still possible to further exploit lower precision
arithmetic.

As PINVIT and LOBPCG converge linearly in general, we can break the
computation in two stages as follows. In the first stage we can first perform all
computations in lower precision to produce an approximate solution in lower
precision. Then in the second stage we switch back to the working precision
while using the approximate solution as an initial guess and applying lower
precision preconditioning. In this manner we are able to obtain a satisfactory
solution in working precision by making use of lower precision arithmetic as
much as possible.

In summary, we compute a good initial guess in lower precision, and then
refine the solution using the LOBPCG algorithm in working precision. Lower
precision are exploited in both preconditioning and orthogonalization in the
LOBPCG algorithm. The resulting mixed precision LOBPCG algorithm is
summarized in Algorithm 3.
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Algorithm 3 Mixed precision LOBPCG algorithm

Require: A Hermitian positive definite matrix A ∈ C
n×n; an initial approx-

imate eigenvectors X0 ∈ C
n×m; the number of desired eigenpairs k ≤ m;

the maximum number of iterations maxit; a function fT (·) to apply
preconditioner T (in lower precision).

Ensure: The diagonal matrix Θ ∈ Ck×k contains the computed smallest

eigenvalues and X ∈ C
n×k contains the corresponding computed eigenvec-

tors satisfying AX = XΘ.
1: Compute X by a lower precision LOBPCG algorithm with the initial guess

lower(X0).
2: P ← [ ], Θ← X∗AX.
3: for i = 1, 2, . . . , maxit do

4: Compute residual R← AX −XΘ.
5: Determine the number of convergence eigenpairs nc.
6: if nc ≥ k then

7: Return X ← X(:, 1 : k) and Θ← Θ(1 : k, 1 : k).
8: end if

9: Compute Wlower ← fT (lower(R)) in a lower precision.
10: W ← working(Wlower).
11: Orthogonalize W against [X,P ] twice.
12: Factorize W = QR and then replace W by Q.
13: Ap ← S∗AS with S = [X,P,W ].
14: Solve eigenvalue problem of Ap to obtain ApC = CD.
15: Orthogonalize C(1 : m,m+ 1 : n)∗ to obtain an orthogonal matrix V .
16: X ← SC(:, 1 : m), P ← SC(:,m+ 1 : 2m)V and Θ← D(1 : m, 1 : m).
17: end for

4 Convergence in finite-precision arithmetic

In our experiments, we observe that rounding error does not significantly affect
the convergence of Algorithms 1 and 3 until an accuracy on the level of working
precision is reached. To gain theoretical insights on this observation, we study
the effect of rounding error on PINVIT for k = 1:

xi+1 = xi − T
(

Axi − ρ(xi)xi

)

. (2)

For simplicity, we consider real matrices, that is, A ∈ R
n×n is positive definite

with eigenvalues 0 < λ1 < λ2 ≤ · · · ≤ λn. Moreover, we assume that n−1 is far
larger than the unit roundoff, even in reduced precision.

In analyzing the effect of rounding error on (2), we assume that the
computed matrix–vector product fl(Axi) satisfies the backward error

fl(Axi) = (A+∆A)xi with ∥∆A∥2 ≤ ϵA∥A∥2, (3)
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for some symmetric ∆A (depending on xi). When carrying out standard
matrix–vector multiplication with a dense or sparse matrix A then Lemma 6.6
in [22] states that (3) holds with

ϵA =
√
nγh

n with γh
n =

nuh

1− nuh
,

where uh denotes the unit roundoff in working precision.

Lemma 1. Let r̂i denote the result of evaluating ri := Axi − ρ(xi)xi in
working precision. Assuming that (3) holds, there exist a symmetric matrix
F ∈ R

n×n and a diagonal matrix E ∈ R
n×n such that

r̂i = (I + E)(ri + Fxi),

where ∥E∥2 ≤ uh and ∥F∥2 ≤ ϵr∥A∥2 with

ϵr =
(

γh
n + ϵA + γh

nϵA + (n+ 1)uh

) 1 + uh

1− 2nuh
+ ϵA + uh.

Proof We first analyze the rounding error when forming ρ(xi). From [22,
Equation (3.5)] and (3), we obtain

∣

∣fl(x⊤i Axi)− x⊤i fl(Axi)
∣

∣ ≤ γhn∥xi∥2∥fl(Axi)∥2 ≤ γhn(1 + ϵA)∥A∥2∥xi∥22.
Thus, we have

∣

∣fl(x⊤i Axi)− x⊤i Axi
∣

∣ ≤
∣

∣fl(x⊤i Axi)− x⊤i fl(Axi)
∣

∣+
∣

∣x⊤i fl(Axi)− x⊤i Axi
∣

∣

≤ γhn(1 + ϵA)∥A∥2∥xi∥22 + ∥x⊤i ∆Axi∥2
≤

(

γhn(1 + ϵA) + ϵA
)

∥A∥2∥xi∥22.
Combined with fl(x⊤i xi) = x⊤i xi(1 + δ1) for |δ1| ≤ γhn, this implies for

ρ(xi) = x⊤i Axi/(x
⊤
i xi) that there is |δ2| ≤ uh such that

∣

∣fl(ρ(xi))− ρ(xi)
∣

∣ =

∣

∣

∣

∣

∣

fl(x⊤i Axi)

x⊤i xi(1 + δ1)
(1 + δ2)−

x⊤i Axi

x⊤i xi(1 + δ1)
(1 + δ2 + δ1 − δ2)

∣

∣

∣

∣

∣

≤
∣

∣

∣

∣

∣

(

fl(x⊤i Axi)− x⊤i Axi
)

(1 + δ2)

x⊤i xi(1 + δ1)

∣

∣

∣

∣

∣

+

∣

∣

∣

∣

∣

x⊤i Axi(δ2 − δ1)

x⊤i xi(1 + δ1)

∣

∣

∣

∣

∣

≤
∣

∣fl(x⊤i Axi)− x⊤i Axi
∣

∣

x⊤i xi

∣

∣

∣

∣

1 + δ2
1 + δ1

∣

∣

∣

∣

+ ρ(xi)

∣

∣

∣

∣

δ2 − δ1
1 + δ1

∣

∣

∣

∣

≤
(

γhn(1 + ϵA) + ϵA

) 1

1− 2nuh
∥A∥2 +

(1 + n)uh

1− 2nuh
ρ(xi)

≤
(

γhn(1 + ϵA) + ϵA + (n+ 1)uh

) ∥A∥2
1− 2nuh

. (4)

The vector subtraction and scaling when forming ri = Axi − ρ(xi)xi yield two
diagonal matrices E and E1 such that

r̂i = (I + E)
(

(A+∆A)xi − (I + E1) fl(ρ(xi))xi
)
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= (I + E)(ri + Fxi),

F := ∆A− fl(ρ(xi))E1 −
(

fl(ρ(xi))− ρ(xi)
)

I.

where ∥E∥2 ≤ uh and ∥E1∥2 ≤ uh. Combined with (4), this concludes the proof
because

∥F∥2 ≤ uh∥A∥2 + (1 + uh)
(

γhn(1 + ϵA) + ϵA + (n+ 1)uh

) 1

1− 2nuh
∥A∥2 + ϵA∥A∥2

≤
(

(

γhn + ϵA + γhnϵA ++(n+ 1)uh

) 1 + uh

1− 2nuh
+ ϵA + uh

)

∥A∥2.

□

We model the inexact application of the preconditioner T to r̂i in the
iteration (2) with the equation

ŵi = TE r̂i, (5)

where TE depends on the choice of preconditioner T and the way to compute
T r̂i. Note that TE also depends on i.

Theorem 2. Consider the setting of Lemma 1 and (5). If λ1 < ρ(xi) < λ2

and

γ := ∥I−A1/2TEA
1/2∥2+γh

2 ∥TE∥2∥A∥2+β(xi)
(

uh+(1+γh
2 )ϵr∥TE∥2∥A∥2

)

< 1,

with

β(xi) = max

{ √
λ1λn

ρ(xi)− λ1
,

√
λ2λn

λ2 − ρ(xi)

}

,

then the computed result x̂i+1 of the PINVIT iteration (2) satisfies

ρ(x̂i+1)− λ1

λ2 − ρ(x̂i+1)
≤

(

γ + (1− γ)
λ1

λ2

)2 ρ(xi)− λ1

λ2 − ρ(xi)
.

Proof By (2), (5), and Lemma 1, there exists a diagonal matrix E0 (coming from
the vector addition) such that ∥E0∥ ≤ uh and

x̂i+1 = (I + E0)
(

xi − TE(I + E)(Axi − ρ(xi)xi + Fxi)
)

= xi −
(

T̃E(A− ρ(xi)I)− E0 + T̃EF
)

xi,

where T̃E = (I + E0)TE(I + E). Setting Aρ = A−ρ(xi)I and using that xi = A−1
ρ ri,

it follows that
x̂i+1 = xi −

(

T̃E − E0A
−1
ρ + T̃EFA−1

ρ

)

ri,

which takes the form of PINVIT with a perturbed preconditioner. This allows us to
apply [6, Theorem 2.1], which requires the preconditioner to satisfy

∥

∥I −A1/2(T̃E − E0A
−1
ρ + T̃EFA−1

ρ )A1/2∥
∥

2
< 1. (6)

We now treat the different terms involved in (6) separately. First, we have

∥I −A1/2T̃EA1/2∥2 ≤ ∥I −A1/2TEA1/2∥2 + ∥A1/2(T̃E − TE)A1/2∥2
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≤ ∥I −A1/2TEA1/2∥2 + γh2 ∥TE∥2∥A∥2. (7)

By the assumptions, the spectral radius of A−1
ρ A1/2 is given by

max

{ √
λ1

ρ(xi)− λ1
,

√
λ2

λ2 − ρ(xi)

}

.

This allows us to bound the other terms in (6) as follows:

∥A1/2(−E0A
−1
ρ + T̃EFA−1

ρ )A1/2∥2
≤ ∥A1/2∥2∥A−1

ρ A1/2∥2
(

∥E0∥2 + ∥T̃E∥2∥F∥2
)

≤ ∥A1/2∥2∥A−1
ρ A1/2∥2

(

uh + (1 + γh2 )ϵr∥TE∥2∥A∥2
)

= β(xi)
(

uh + (1 + γh2 )ϵr∥TE∥2∥A∥2
)

.

Together with (7), this implies that the left-hand side of (6) is bounded by γ < 1
and the statement of the theorem follows from [6, Theorem 2.1]. □

Remark. We remark that the conclusion of Theorem 2 does not imply that
ρ(xi)− λ1 can eventually drop below machine precision. For the relative error
(

ρ(xi)− λ1

)

/
(

λ2 − ρ(xi)
)

to be reduced by the factor

(

γ + (1− γ)
λ1

λ2

)2

=

(

λ1

λ2
+
(

1− λ1

λ2

)

γ

)2

during the ith iteration, Theorem 2 requires that

λ1 < ρ(xi) < λ2 −
uh + (1 + γh

2 )ϵr∥TE∥2∥A∥2
1−

∥

∥I −A1/2TEA1/2
∥

∥

2
− γh

2 ∥TE∥2∥A∥2
√

λ2λn

holds. This reduction takes place until a Rayleigh quotient ρ(x̂) for an iterate
x̂ is produced for which

ρ(x̂)− λ1√
λ1λn

≤ uh + (1 + γh
2 )ϵr∥TE∥2∥A∥2

1− ∥I −A1/2TEA1/2∥2 − γh
2 ∥TE∥2∥A∥2

.

For reasonable choices of TE , this means that the error is reduced until it
reaches the level of working precision.

The quantity ∥I −A1/2TEA
1/2∥2 critically determines the convergence rate

of PINVIT. The following lemma provides an estimate if TE corresponds to
applying A−1 in low precision via the Cholesky factorization.

Lemma 3. Suppose that the application of the preconditioner T in one step
of PINVIT (2) is implemented by applying A−1 in low precision, via per-
forming the Cholesky factorization of A followed by forward and backward
substitution. If ϵT := 4n(3n+ 1)κ(A)ul < 1, where κ(A) = ∥A∥2∥A−1∥2 and
ul denotes unit roundoff in low precision, then

∥

∥I −A1/2TEA
1/2

∥

∥

2
≤ ϵT

1− ϵT
.
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Proof Using [22, Theorem 10.4], there exists a symmetric matrix E0 such that

ŵi = fl(T r̂i) = (A+ E0)
−1r̂i, ∥E0∥2 ≤ 4n(3n+ 1)ul∥A∥2,

which means TE = (A+ E0)
−1 and, moreover,

A1/2TEA1/2 =
(

I +A−1/2E0A
−1/2)−1

.

Then by
∥

∥A−1/2E0A
−1/2

∥

∥

2
≤ 4n(3n+ 1)κ(A)ul < 1, we have

(

I +A−1/2E0A
−1/2)−1

=
∞
∑

i=0

(

−A−1/2E0A
−1/2)i.

Thus, it holds that
∥

∥I −A1/2TEA1/2∥
∥

2
=

∥

∥I −
(

I +A−1/2E0A
−1/2)−1∥

∥

2

≤
∞
∑

i=1

∥

∥A−1/2E0A
−1/2∥

∥

i

2

≤ ϵT
1− ϵT

.

□

5 Numerical experiments

In this section, we present numerical results for our mixed precision LOBPCG
algorithm. In our tests, the working precision is IEEE double precision and the
lower precision is IEEE single precision. Most tests are performed on a Linux
server equipped with two twelve-core Intel Xeon E5-2670 v3 2.30 GHz CPUs
and two Nvidia GeForce GTX 1080 GPUs. The tests in Section 5.5 also use
an Nvidia A30 GPU. There are 128 GB of main memory on the CPUs and
11,178.6 MB of main memory on each GPU. Our program uses only one GPU
and one thread on the CPU.

5.1 Experiment settings

In our experiments we compute a few smallest eigenvalues and the correspond-
ing eigenvectors of Hermitian matrices using the LOBPCG algorithm. The
following variants of the LOBPCG algorithm are tested:

1. DLOBPCG-dchol: LOBPCG algorithm performed entirely in double
precision.

2. DLOBPCG-schol: LOBPCG algorithm performed in double precision,
except for single precision preconditioning.

3. MPLOBPCG-schol: mixed precision LOBPCG algorithm (Algorithm 3)
with single precision preconditioning and initial guess computed by the
single precision LOBPCG algorithm; mixed precision orthogonalization
(Algorithm 2) is also used.

When to computing k eigenpairs, we run LOBPCG algorithm with a block
size that is about 50% larger in order to enhance robustness. The algorithm
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Table 1 Libraries used in our implementation.

Cholesky TRSM mat–vec others
CPU/sparse CHOLMOD CHOLMOD MKL LAPACK
GPU/sparse CHOLMOD cuSPARSE cuSPARSE MAGMA
CPU/dense LAPACK LAPACK LAPACK LAPACK
GPU/dense MAGMA MAGMA MAGMA MAGMA

terminates once the k smallest eigenvalues and the corresponding eigenvectors
converge. The convergence criterion is

∥AX(:, j)−Θ(j, j)X(:, j)∥2 ≤ tol · (∥A∥2 + |Θ(j, j)|)∥X(:, j)∥2, (8)

where ∥A∥2 is estimated through ∥A∥2 ≈ ∥ΩA∥F/∥Ω∥F using a Gaussian ran-
dom matrix Ω ∈ C

m×n with m≪ n. The threshold tol in (8) is set to 10−12

for all these three algorithms, and is 5× 10−6 when computing a good initial
guess for MPLOBPCG-schol.

In our tests, we use Π−∗L−∗L−1Π−1 as the preconditioner for Algo-
rithm 3, where Π is a permutation matrix, and L is the (pivoted) Cholesky
factor of A satisfying Π∗AΠ = LL∗ computed in single precision. The pre-
conditioning stage in DLOBPCG-schol/MPLOBPCG-schol is to compute
Wlower = ΠL−∗L−1Π∗lower(R) by solving two triangular systems in single
precision. In practice, we apply Π to the given matrix A instead of applying Π
to lower(R) in each iteration. We can benefit from it if A is sufficiently sparse
or the convergence of LOBPCG is not too rapid (i.e., it takes many iterations
to converge).

We test the LOBPCG algorithm for both sparse matrices and dense matri-
ces. Table 1 summarizes the software libraries used under different settings.
The CHOLMOD package [23] can compute sparse Cholesky factorization on
both CPU and GPU, while triangular linear solvers are only supported only
in CPU. Note that CHOLMOD was developed only for double precision
arithmetic; we have derived a single precision version for the purpose of our
tests.

5.2 Advantage of mixed precision orthogonalization

Before discussing the LOBPCG algorithm, we first report the run time and
savings of the mixed precision orthgonalization algorithm (i.e., Algorithm 2)
in Table 2. We can see that for tall-skinny matrices Algorithm 2 can reduce
the run time by a factor of 1/4–1/3 compared to DGEQRF in cuSOLVER. Thus,
it is worth using this mixed approach for orthogonalization.

5.3 Tests for sparse matrices

We choose six sparse positive definite matrices from from the SuiteSparse
Matrix Collection.1 Table 3 shows the information of these sparse matrices.

1https://sparse.tamu.edu

https://sparse.tamu.edu
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Table 2 Run time of Algorithm 2 in seconds.

(n, k) Run time of Algorithm 2 Run time of DGEQRF Savings
(40000, 20) 1.544× 10−3 2.078× 10−3 25.7%
(40000, 25) 1.907× 10−3 2.823× 10−3 32.5%
(40000, 30) 2.371× 10−3 3.579× 10−3 33.7%
(40000, 35) 3.586× 10−3 4.886× 10−3 26.6%
(40000, 40) 4.000× 10−3 5.726× 10−3 30.1%
(40000, 45) 4.495× 10−3 6.862× 10−3 34.5%

Table 3 Information of sparse testing matrices.

Name Size NNZ Sparsity NNZ of L
obstclae 40,000 197,608 1.235× 10−4 1,561,880

shallow water2 81,920 327,680 4.883× 10−5 3,483,014
Dubcova2 65,025 1,030,225 2.437× 10−4 3,804,558
Dubcova3 146,689 3,636,643 1.690× 10−4 7,409,077
finan512 74,752 596,992 1.068× 10−4 3,376,835

2D-Laplace 25,000 114,990 1.840× 10−4 466,491

obstclae shallow_water2 Dubcova2 Dubcova3 finan512 2D-Laplace
name of matrices

0.0
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0.3
0.4
0.5
0.6
0.7
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0.9
1.0
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e

update basis
Rayleigh-Ritz
sparse mat-vec
ortho.
precond.
compute R
Cholesky
others

Fig. 1 Tests for real sparse matrices on CPU. For each matrix, the three columns from
left to right represent the result of DLOBPCG-dchol, DLOBPCG-schol, and MPLOBPCG-
schol, respectively.

We compute 30 eigenpairs using a randomly generated initial guess with 45
columns for each matrix, and report the relative run time, which is the ratio
of the wall clock time of a solver over the wall clock time of DLOBPCG-dchol.

Figures 1 and 2, respectively, show the relative run time on CPU and
GPU. For all test cases, preconditioning in single precision reduces the execu-
tion time of the LOBPCG algorithm. Using an initial guess computed by the
single precision LOBPCG algorithm and adopting mixed precision orthogo-
nalization makes the algorithm more efficient. Compared to DLOBPCG-dchol,
MPLOBPCG-schol is about 1.43× faster on CPU, and is about 1.67× faster
on GPU.

We should also mention that the number of iterations for different variants
of the LOBPCG algorithms are similar, though they are not shown in the
figures. Sometimes MPLOBPCG-schol can require fewer iterations to converge
because there is a restart when we use the lower precision result as the initial
guess. For instance, the total iterations of DLOBPCG-dchol, DLOBPCG-schol
and MPLOBPCG-schol are 533, 534, and 461, respectively, for the 2D-Laplace
matrix.
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obstclae shallow_water2 Dubcova2 Dubcova3 finan512 2D-Laplace
name of matrices
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Fig. 2 Tests for real sparse matrices on GPU. For each matrix, the three columns from
left to right represent the result of DLOBPCG-dchol, DLOBPCG-schol, and MPLOBPCG-
schol, respectively.

5.4 Tests for dense matrices

We also test the LOBPCG algorithm for a few dense matrices which are pop-
ular in machine learning. These dense matrices are kernel matrices generated
by certain kernel functions as follows. Let x1, x2, . . ., xn ∈ R

n be uniform ran-
dom vectors generated by XLARNV from LAPACK. We construct a matrix K
by applying the Gaussian kernel function

Kij = k(xi, xj) = e−∥xi−xj∥2/2.

Similarly, we can apply the polynomial kernel function

k(xi, xj) = (x⊤
i xj + 1)3

to construct another kernel matrix. Using two sets of random vectors
{x1, x2, . . . , xn} and {y1, y2, . . . , yn} in R

n, we also construct complex kernel
matrices through

Kij = k(xi, xj) + k(yi, yj) + i
(

k(xi, yj)− k(yi, xj)
)

,

where k(·, ·) is either the Gaussian kernel function or the polynomial kernel
function.

We choose n ∈ {1024, 2048, 4096, 8192} in our experiments, and compute
5n/1024 smallest eigenvalues and the corresponding eigenvectors. The rank
of initial guess is chosen as 8n/1024 accordingly. Figures 3, 4, and 5 show
the relative run time of different variants of the LOBPCG algorithm. For real
matrices, MPLOBPCG-schol achieves 1.67× and 2× speedup compared to
DLOBPCG-dchol on CPU and GPU, respectively. The speedup is higher than
that for sparse matrices, because dense matrices are more compute-intensive.
The benefit for mixed precision approaches is more significant for complex
matrices—the speedup becomes over 2.5× and up to 5× on GPU.
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Fig. 3 Tests for real dense kernel matrices on CPU. For each matrix, the three columns from
left to right represent the result of DLOBPCG-dchol, DLOBPCG-schol, and MPLOBPCG-
schol, respectively.
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Fig. 4 Tests for real dense kernel matrices on GPU. For each matrix, the three columns from
left to right represent the result of DLOBPCG-dchol, DLOBPCG-schol, and MPLOBPCG-
schol, respectively.
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Fig. 5 Tests for complex dense kernel matrices on GPU. For each matrix, the three
columns from left to right represent the result of DLOBPCG-dchol, DLOBPCG-schol, and
MPLOBPCG-schol, respectively.

5.5 Tests on different GPUs

By far our tests are performed with an Nvidia GeForce GTX 1080 GPU,
which is a consumer-grade GPU. In fact, there are two different types of
GPU—consumer-grade and server-grade. Compared to consumer-grader GPUs
server-grade GPUs usually have better hardware support for double preci-
sion arithmetic. Hence the performance difference between single and double
precision arithmetic is larger on consumer-grade GPUs.
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Fig. 6 Tests for real and complex 2D-Laplace matrices in different GPUs. For each case,
the three columns from left to right represent the result of DLOBPCG-dchol, DLOBPCG-
schol, and MPLOBPCG-schol, respectively.

In the following we report some results collected from runs on an Nvidia
A30 GPU, which is a server-grade one. We use the matrix 2D-Laplace in this
test. By perturbing off-diagonal entries of this matrix by ±10−16 · i, we also
obtain a Hermtian positive definite matrix for testing complex arithmetic.
From Figure 6, it can be seen that single precision has limited advantage
over double precision on this server-grade GPU. Though MPLOBPCG-schol
still achieves about 1.3× speedup compared to DLOBPCG-dchol, the benefit
for adopting single precision arithmetic is much lower than that on NVIDIA
GeForce GTX-1080 which is a consumer-grade GPU.

6 Conclusion

In this paper, we have proposed a mixed precision LOBPCG algorithm with
a preconditioner based on a (sparse) Cholesky factorization. Both the initial
guess and the preconditioner are computed in reduced precision. This largely
improves the performance while it only has marginal impact on convergence. In
our mixed precision LOBPCG algorithm, orthogonalization is also performed
in a mixed precision manner to further improve performance. We analyze the
rounding error of the PINVIT algorithm, which can be viewed as a simpli-
fied version of the LOBPCG algorithm, to confirm that our mixed precision
algorithm is as accurate as the fixed precision one. Numerical experiments
illustrate that adopting mixed precision arithmetic can significantly accelerate
the execution of the LOBPCG algorithm on both CPUs and GPUs.
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