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Abstract 
In this paper we present a type inference method for 

Prolog programs. The new idea is to describe a superset of 
the success set by associating a type substitution (an assign
ment of sets of ground terms to variables) with each head of 
definite clause. This approach not only conforms to the style 
of definition inherent to Prolog but also gives some accuracy 
to the types infered. We show the basic computation method 
of the superset by sequential approximation as well as an 
incremental method to utilize already obtained results. We 
also show its application to verification of Prolog programs. 

1. Introduction 

It gives usefull information not only to programmers but 
also to met a-processing systems to infer characteristics of 
execution-time behavior from program texts. Especially in 
Prolog, it is usefull to know of what type a variable in a query 
is when the query succeeds. We call such a task type inference 
[8]. In this paper we present a type inference method for 
Prolog programs. After summarising preliminary materials 
in section 2, we describe type inference algorithms for Prolog 
programs in section 3. An application to verification is shown 
in section 4. See [7] for more details. 

2. Preliminaries 

In the fallowings, we assume familiarity with the basic 
terminologies of first order logic such as term.atom,substitution 
and most general unifier(mgu). We also assume knowledge 
about semantics of Prolog such as Herbrand universe H, Her brand 
interpretation /,minimum Herbrand Model Mo and transfor
mation T of Herbrand interpretation associated with Prolog 
programs (see [11,14]). We follow the syntax of DEC-10 Prolog 
[10]. An atom p{X1,X2,..., Xn) is said to be in general form 
when Xi,Xa,..., Xn are distinct variables. A substitution 
a is called substitution away from an atom A when a in-
stanciates each variable X in A to a term t such that every 
variable in t is a fresh variable not in A. 

2.1. Definition of Data Types 

We introduce type into Prolog to separate definite clauses 
for data structures from others for procedures,e.g., 
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5. Discussions 

Several works are done for type inference in Prolog 
[3],|8),[9] from different point of views. In our approach, both 
syntactical and semantical concepts appear. It is semantical 
whether a type inference / covers a success set, while it is 
syntactical and closely related to the well-typedness in [3],[9] 
whether a restriction J is closed. Moreover they are related 
strongly through the crucial condition that J must be closed 
for / to be computed. Though our approach is still monomor-
hic, it is new in the following respects. 
(a) Our type inference describes a superset of the success 

set by associating a type substitutions with each definite 
clause, which gives some accuracy to the types infered. 

(b) Our approach solves the problem under a syntactical 
restriction, which is utilized to infer types more minutely. 

(c) Our type inference is not restricted to that for arguments. 
Type inference can be done for any variables in any 
procedure call which is not necessarily in general form. 

6. Conclusions 

We have shown a type inference method for Prolog pro
grams and its application to verification. This type inference 
method is an element of our verification system for Prolog 
programs developed in 1984. 
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