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A b s t r a c t 

Consecutively bounded depth-first search involves repeatedly 
performing exhaustive depth-first search with increasing depth 
bounds of 1, 2, 3, and so on. The effect is similar to that of 
breadth-first search, but, instead of retaining the results at level 
n - 1 for use in computing level n, earlier results are recom­
puted. Consecutively bounded depth-first search is useful when­
ever a complete search strategy is needed and either it is desirable 
to minimize memory requirements or depth-first search can be 
implemented particularly efficiently. It is notably applicable to 
automated deduction, especially in logic-programming systems, 
such as PROLOG and EQLOG, and their extensions. Consec­
utively bounded depth-first search, unlike unbounded breadth-
first search, can perform cutoffs by using heuristic estimates of 
the minimum number of steps remaining on a solution path. 
Even if the possibility of such cutoffs is disregarded, an anal­
ysis shows that, in general, consecutively bounded depth-first 
search requires only b/b-1 times as many operations as breadth-
first search, where 6 is the branching factor.1 

1 I n t r o d u c t i o n 

In this paper, we investigate the properties of consecutively 
bounded depth-first search. In this method, exhaustive depth-first 
search is repeatedly performed with increasing depth bounds of 
1, 2, 3, and so on. The effect is similar to that of breadth-first 
search, but, instead of retaining the results at level n — 1 for use 
in computing level n, earlier results are recomputed.2 

Although this may appear to be a naive and costly search 
method, it is not necessarily so. It is sometimes advantageous 
to perform consecutively bounded depth-first search instead of 
the breadth-first search it imitates. One reason for this is that 
depth-first search requires much less memory. 

Consecutively bounded depth-first search can also make use 
of heuristic information, in contrast to unbounded breadth- and 
depth-first search—the latter are uninformed search strategies 
that do not take into account heuristic estimates of the remain­
ing distance to a solution. Informed search strategies such as 
the A* algorithm use such heuristic information to order the 
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2We assume a basic familiarity with standard breadth-first, depth-first, and 
A* search strategies (e.g., see Nilsson [4]). 

search space. Consecutively bounded depth-first search does not 
do that, but can use an estimate of the minimum number of re­
maining steps to a solution to perform cutoffs if the estimate ex­
ceeds the number of levels left before the depth bound is reached. 
If the number of remaining levels is uniformly exceeded by these 
estimates by more than one level, then one or more levels can be 
skipped when the next depth bound is set. As with the A* algo­
rithm, admissability the guarantee of finding a shortest solution 
path first is preserved provided the heuristic estimate never ex­
ceeds the actual number of remaining steps to a solution 

Another advantage of consecutively bounded depth-first 
search stems from the fact that, in some applications, depth-
first search can be implemented with much higher efficiency than 
breadth-first search; consecutively bounded depth-first search 
combines this efficiency with the completeness of breadth-first 
search. In these applications, the greater efficiency of depth-
first search more than compensates for the effort of recomputing 
earlier-level results in consecutively bounded depth-first search. 

A specific instance of this is PROLOG-style automated deduc­
tion. PROLOG's use of depth-first search contributes significantly 
to its performance. If depth-first search were not used, more than 
one derived clause would have to be represented simultaneously 
and variables would have more than a single value simultane­
ously, i.e., different values in different clauses. This would imply 
the need for a more complex and less efficient representation for 
variable bindings than the one PROLOG currently uses. 

One of our interests is in adapting PROLOG implementation 
technology to the design of high-performance general automated-
deduction systems [6]. For general deduction, PROLOG'S depth-
first search is incomplete and of limited utility. But to adopt 
breadth-first search would result in losing the efficiency advan­
tages of PROLOG'S representation for variable bindings. Per-
forming bounded depth-first search would preserve the depth-
first character of the search while allowing exhaustive searching 
of the space to a specified level. 

There is still the problem of selecting the depth bound. In an 
exponential search space, searching with a higher-than-necessary 
depth bound can waste an enormous amount of effort before the 
solution is found. This is because the cost of searching level tt in 
an exponential search space is generally large compared with the 
cost of searching earlier levels. 

But this also makes it practical to perform consecutively 
bounded depth-first search. The depth bound is set successively 
at 1, 2, '3, etc., until a solution is found. If a uniform brandling 
factor 6 is assumed, this results in only about b/b-1t times as many 
operations as are necessary for breadth-first search to the same 
depth. 

Another potential application in automated deduction and 
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logic programming is in systems like EQLOG [l]. EQLOG extends 
PROLOG by replacing the standard unification algorithm with an 
algorithm based on narrowing that unifies terms in equationa) 
theories. Because the narrowing process is not necessarily finite, 
it may be necessary for completeness to interleave computation of 
unifiers by narrowing with the Horn-clause-resolution backtrack­
ing search. Here the use of consecutively bounded depth-first 
search would be beneficial both for its representational efficiency 
and for its low space consumption—the latter is particularly im­
portant because there may be a large number of unification at­
tempts that are simultaneously active. 

Consecutively bounded depth-first search is similar to the 
tree-searching strategy of iterative deepening used in chess [5]. 
In iterative deepening, search is repeatedly performed with in­
creasing depth bounds until a time limit is reached. Insofar as 
these chess searches can be modeled by breadth-first search with 
a uniform branching factor, our analysis reveals that iterative 
deepening search in chess is only marginally more expensive than 
a single search to the maximum depth. 

Despite this use of consecutively bounded depth-first search 
in chess and its obvious utility, it has surprisingly remained un-
analyzed and unargued for—until now. Our proposal of a PRO­
LOG technology theorem prover [6] included a description of this 
search strategy (which we implemented) and a very rough analy­
sis on which this work builds. Korf [2,3] has independently come 
to similar conclusions on the value of this search strategy and has 
done his own analysis that emphasizes its asymptotic optimality 
in space and time among brute-force searches and, with the use 
of cutoffs, its optimality among admissable best-first searches. 
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If the sum of the differences is positive, then the added ef­
ficiency in dealing with problems whose first solution is on an 
even level outweighs any extra overhead expended upon prob­
lems whose first solution is on an odd level. If that is so, evenly 
bounded depth-first search is clearly more efficient than consec­
utively bounded depth-first search. Analysis reveals that evenly 
bounded depth-first search is always preferable for a branch­
ing factor of 2 (or less), while consecutively bounded depth-first 
search is preferable for a branching factor of 4 or more For a 
branching factor of .3, the advantages of finding solutions on even 
levels are approximately equal to the disadvantages of finding 
solutions on odd levels. 

4 C o n c l u s i o n 

We have analyzed the behavior of consecutively bounded depth-
first search. This strategy is useful whenever a complete search 
strategy is needed, and either it is desirable to minimize memory 
requirements or depth-first search can be implemented partic­
ularly efficiently. Moreover, consecutively bounded depth-first 
search, in contrast to the unbounded breadth-first search it al­
most emulates, can take advantage of heuristic estimates of the 
minimum number of steps remaining on a solution path to per­
form cutoffs if that number exceeds the number of levels left be­
fore the depth bound is reached. Even if the possibility of such 
cutoffs is disregarded, we have found the performance penalty re­
sulting from the use of consecutively bounded depth-first search 
to be small when compared with breadth-first search the for­
mer performs only b/b1 times as many operations as the latter, 
where b is the branching factor. 
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